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ABSTRACT

Being predictable with respect to time is, by definition, a fundamental require-
ment for any real-time system. Modern multiprocessor systems impose a challenge
in this context, due to resource sharing conflicts causing memory transfers to become
unpredictable. In this thesis, we present a framework for achieving predictability for
real-time applications running on multiprocessor system-on-chip platforms. Using
a TDMA bus, worst-case execution time analysis and scheduling are done simul-
taneously. Since the worst-case execution times are directly dependent on the bus
schedule, bus access design is of special importance. Therefore, we provide an ef-
ficient algorithm for generating bus schedules, resulting in a minimized worst-case
global delay.

We also present a new approach considering the average-case execution time in
a predictable context. Optimization techniques for improving the average-case ex-
ecution time of tasks, for which predictability with respect to time is not required,
have been investigated for a long time in many different contexts. However, this has
traditionally been done without paying attention to the worst-case execution time.
For predictable real-time applications, on the other hand, the focus has been solely
on worst-case execution time optimization, ignoring how this affects the execution
time in the average case. In this thesis, we show that having a good average-case
global delay can be important also for real-time applications, for which predictabil-
ity is required. Furthermore, for real-time applications running on multiprocessor
systems-on-chip, we present a technique for optimizing for the average case and the
worst case simultaneously, allowing for a good average case execution time while still
keeping the worst case as small as possible. The proposed solutions in this thesis
have been validated by extensive experiments. The results demonstrate the efficiency
and importance of the presented techniques.
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Department of Computer and Information Science
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1

Introduction

Embedded real-time systems have become a key part of our society,
helping us in almost every aspect of our daily living. Of significant
importance is the class of safety-critical embedded real-time systems, to
which we entrust our lives, for instance at hospitals, in aeroplanes and in
cars. These systems must be reliable and, consequently, it is of crucial
importance that they are predictable with respect to time. However,
predictability is desirable not only for this kind of traditional hard real-
time systems, but for any system exhibiting real-time properties.

This thesis describes techniques for designing predictable embedded
real-time systems in a multiprocessor environment. Besides serving as
an introduction to the topic, this chapter presents a summary of the
state-of-the-art research within the field. After briefly describing the
contributions of this thesis, the chapter ends with an outline of what
follows next.

1
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1.1 Multiprocessor Real-Time Systems

For real-time systems, correctness of a program not only depends on
the produced computational results, but also on its ability to deliver
these on time, according to specified time constraints. Therefore, for a
real-time application, predictability with respect to time is of uttermost
importance. The obvious example is safety-critical hard real-time sys-
tems, such as medical and avionic applications, for which failure to meet
a specified deadline not only renders the computations useless, but also
can have catastrophic consequences. However, predictability is getting
more and more desirable also for other classes of embedded applications,
for instance within the domains of multimedia and telecommunication,
for which QoS guarantees are desired [8].

As these kinds of applications become increasingly complex, they
also require more computational power in terms of hardware resources.
Generally, the trend in processor design is to increase the number of
cores as means to improve the performance and power efficiency, and
microprocessors with hundreds of cores are expected to arrive on the
market in the not-so-distant future [4]. In order to satisfy the demands
of complex and resource-demanding embedded systems, for which pre-
dictability is required, multicore systems implemented on a single chip
are used to an increasing extent [16, 36].

To achieve predictability with respect to time, schedulability analy-
sis techniques are applied, assuming that the worst-case execution time
(WCET) of every task is known. A lot of research has been carried out
within the area of worst-case execution time analysis [21]. However,
according to the proposed techniques, each task is analyzed in isola-
tion, as if it was running on a monoprocessor system. Consequently, it
is assumed that memory accesses over the bus take a constant amount
of time to process, since no bus conflicts can occur. For multipro-
cessor systems with a shared communication infrastructure, however,
transfer times depend on the bus load and are therefore no longer con-
stant, causing the traditional methods to produce incorrect results [32].
The main obstacle when performing timing analysis on multiprocessor
systems is that the scheduling of tasks assumes that their worst-case
execution times are known, but to calculate these worst-case execution
times, knowledge about the task schedule is required. Clearly, the tra-
ditional method of separating WCET analysis and task scheduling no
longer works, and new approaches are required.

Of great interest when measuring the execution time of a real-time
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application is the global delay, defined as the time it takes to execute
the application from its beginning to the very end. In this thesis, we
propose an approach for designing predictable real-time embedded sys-
tems on multiprocessor system-on-chip architectures. We show how it is
possible to design predictable systems using a TDMA bus architecture,
and we also propose algorithms for generating intelligent bus schedules
minimizing the worst-case global delay (WCGD) of the application.

Furthermore, we take a new approach to hard real-time system de-
sign by, in addition, also considering the effects on the average-case
global delay (ACGD) while making sure that the WCGD is kept to a
near-minimum. Optimization techniques for improving the average case
execution time of an application, for which predictability with respect
to time is not required, have been investigated in nearly every scientific
discipline involving a computer. However, this has traditionally been
done without paying attention to the worst-case execution time. For
predictable applications, on the other hand, the focus has been solely
on worst-case execution time optimization, which still is a hot research
topic [6, 7]. To the best of our knowledge, this is the first time the com-
bination of these two concepts has been investigated within the context
of achieving predictability.

1.2 Related Work

The fundament for achieving predictability is worst-case execution time
(WCET) analysis, and a lot of research has been carried out within this
area. Wilhelm et al. present an overview of the existing methods and
tools [33]. None of them can, however, be applied directly to mul-
tiprocessor systems with a shared communication infrastructure, since
these techniques assume a monoprocessor environment. Yan and Zhang
present a new approach for worst-case execution time analysis on mul-
ticore processors with shared L2 caches [37]. They describe their work
as a first, important step towards a complete framework rather than a
full solution to the problem.

One approach is to use an additive bus model, assuming that con-
flicts on the bus do not affect the calculated worst-case execution times
significantly compared to when running the same program on a mono-
processor platform. It has been shown that this is a good assumption
if the bus load is kept below 60% [2], but even for such low bus loads,
no worst-case execution time guarantees can be made. Furthermore,
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increasing the number of processor cores will also increase the bus con-
gestion [35] and, thus, the additive bus model is likely to not perform
well for future architectures, even when strict time-predictability is not
required.

Schoeber and Puschner present a technique for achieving predictabil-
ity on TDMA bus-based chip multiprocessors [30]. Similar to the ap-
proach in this thesis, the output from the worst-case execution time
analysis is used to improve the bus schedule. However, in order to
avoid the problem of scheduling tasks, they assume that the number of
cores are greater than the number of tasks.

In a recently published paper, Lv et al. use abstract modeling in
Uppaal to calculate the worst-case execution time of tasks running
on multiprocessor systems with a shared communication infrastructure
[14]. The contribution of their approach is a very general framework
with support for many kinds of buses. However, their solution does not
handle computer architectures exhibiting timing anomalies.

Within the context of response time analysis [9], Schliecker et al.
propose a technique using accumulated busy times instead of consid-
ering each memory access individually [29]. The result is a framework
for multiprocessor analysis that computes worst-case response times
with good precision, but without providing any hard timing guaran-
tees. A more recent approach by the same authors provides conser-
vative bounds, but without support for noncompositional architectures
[28]. Schranzhofer et al. present a technique for response time analy-
sis for TDMA bus-based multiprocessor systems with shared resources
[31]. The analysis is safe, but does not support the presence of timing
anomalies. Pellizzoni and Caccamo propose an approach for calculating
the delay caused by bus interference for tasks running on systems with
several connected peripherals [19]. They also provide a corresponding
schedulability analysis framework.

Edwards and Lee argue in favor of hardware customized for achieving
timing predictability, in contrast to today’s platforms optimized solely
for good average case performance [5]. Lickly et al. present an exam-
ple of one such processor [12]. However, no such hardware exists on the
market today. Paolieri et al. propose a predictable multiprocessor hard-
ware architecture, using custom bus arbiters, designed for running hard
and soft real-time tasks concurrently [17]. For hard real-time tasks, it
provides a maximum bound on the memory access transfer time. The
big advantage of this approach is that traditional worst-case execution
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time analysis techniques can be used without modifications. However,
applications with many hard real-time tasks will make this upper bound
become large, potentially increasing the pessimism.

1.3 Contribution

The main contributions of this thesis are:

1. We propose a novel technique to achieve predictability on mul-
tiprocessor systems by doing worst-case execution time analysis
and scheduling simultaneously [1, 23, 24]. With respect to a given
TDMA bus schedule, tasks are scheduled at the same time as their
worst-case execution times are calculated, and the resulting worst-
case global delay of the application is obtained.

2. To generate good bus schedules, we have constructed efficient op-
timization algorithms that minimize the worst-case global delay
of the given application [23].

3. Combining optimization for the worst case and the average case,
we have developed an approach to achieve a good average-case
global delay while still keeping the worst-case delay as small as
possible [25].

1.4 Thesis Organization

The remaining part of the thesis is outlined as follows. In the next
chapter, the system model is described in detail. The overall approach
for achieving predictability is then presented in Chapter 3. In Chapter
4, we discuss the underlying worst-case analysis framework necessary
for implementing our approach. Chapter 5 presents algorithms for op-
timization of the worst-case global delay using several bus scheduling
approaches. Experimental results are presented at the end of the chap-
ter. The algorithms for combining WCGD and ACGD optimization are
presented in Chapter 6, together with a motivation for why the average
case is important also for predictable real-time systems. The chapter
ends with experimental results validating our approach. Finally, Chap-
ter 7 presents our conclusions.
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2

System Model

This chapter starts by describing the hardware platform that is assumed
throughout the rest of the thesis. Next, the software application model
is explained. Finally, we describe the model of the TDMA-based com-
munication infrastructure.

2.1 Hardware Architecture

As hardware platform, we have considered a multiprocessor system-on-
chip architecture with a shared communication infrastructure, as shown
in Figure 2.1, typical for the new generation of multiprocessor system-
on-chip designs [11]. Each processor has its own cache for storing data
and instructions, and is connected to a private memory via the bus. For
interprocessor communication, a shared memory is used. All memory
accesses to the private memories are cached, as opposed to accesses to
the shared memory which, in order to avoid cache coherence problems,
are not cached. All memory devices are accessed using the same, shared
bus. However, in the case of private memory accesses, the bus is used
only when an access results in a cache miss.

7
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Bus

CPU 1

Cache

CPU 2

Cache

Memory 1
(Private)

Memory 0
(Shared)

Memory 2
(Private)

Figure 2.1 Hardware Model

Within the context of worst-case execution time analysis, hardware
platforms can be divided into compositional architectures and noncom-
positional architectures [34], depending on whether or not the platform
exhibits timing anomalies [13, 22]. Timing anomalies occur when a
local worst-case scenario, such as a cache miss instead of a hit, does
not result in the worst case globally. This complicates the worst-case
execution time analysis significantly, since no local assumptions can
be made. Compositional architectures, such as the ARM7, do not ex-
hibit timing anomalies, and the analysis can therefore be divided into
disjunct subproblems, simplifying the analysis procedure. Noncomposi-
tional architectures, on the other hand, require a far more complicated
and time-consuming analysis. The PowerPC 775 is an example of a
noncompositional architecture [34]. As will be described further on,
our approach works for both compositional architectures and noncom-
positional architectures.

2.2 Application Model

The functionality of a software application is captured by a directed
acyclic task graph, G(Π,Γ). Its nodes Π represent computational tasks,
and the edges Γ represent data dependencies between them. A task
cannot start executing before all of its input data is available. Com-
munication between tasks mapped on the same processor is performed
by using the corresponding private memory, and is handled in the same
way as other memory requests during the execution of a task. Inter-
processor communication, or so called explicit communication, is done
via the shared memory and is modeled as two communication tasks –
one for transmitting and one for receiving – in the task graph. The
transmitting communication task is assigned to the same processor as
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τ
1

τ
2

τ
1

τ
1w

τ
2r

τ
3 dl=4 ms

Mapped on processor 1
Mapped on processor 2

Figure 2.2 Task graph

the task that is sending data to the shared memory, and similarly the
receiving communication task is assigned to the processor fetching the
same data. An example is shown in Figure 2.2 where τ1w and τ2r rep-
resent the transmitting and receiving task, respectively.

A computational task cannot communicate with other tasks during
its execution, which means that it will not access the shared memory.
However, the task is accessing data, used in the computations, from
its private memory and program instructions are continuously fetched.
Consequently, the bus is accessed every time a cache miss occurs, re-
sulting in what we define as implicit communication. As opposed to ex-
plicit communication, implicit communication has not been taken into
account in previous approaches for real-time application system-level
scheduling and optimization [20, 27].

The task graph has a deadline which represents the maximum al-
lowed execution time of the entire application, known as the maximum
global delay. Individual tasks can have deadlines as well. The example
task graph in Figure 2.2 has a global delay of 4 milliseconds. The ap-
plication is assumed to be running periodically, with a period greater
than or equal to the application deadline.

2.3 Bus Model

A precondition for achieving predictability is to use a predictable bus
architecture. Therefore, we are using a TDMA-based bus arbitration
policy, which is suitable for modern system-on-chip designs with QoS
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Slot belonging to CPU 1 
Slot belonging to CPU 2 

Segment 1 (ω
1
) Segment 2 (ω

2
)

Round 1 Round 2

0 10 30 40 60 70 80 90 100 110 120

Figure 2.3 Example of a bus schedule

constraints [8, 18, 26].
The behavior of the bus arbiter is defined by the bus schedule, con-

sisting of sequences of slots representing intervals of time. Each slot is
owned by exactly one processor, and has an associated start time and
an end time. Between these two time instants, only the processor own-
ing the slot is allowed to use the bus. A bus schedule is divided into
segments, and each segment consists of a round, that is, a sequence of
slots that is repeated periodically. See Figure 2.3 for an example.

The bus arbiter stores the bus schedule in a dedicated external mem-
ory, and grants access to the processors accordingly. If processor CPUi

requests access to the bus in a time interval belonging to a slot owned
by a different processor, the transfer will be delayed until the start of
the next slot owned by CPUi. A bus schedule is defined for one period
of the application, and is then repeated periodically. A table represen-
tation of the bus schedule in Figure 2.3 can be found in Figure 2.4.

To limit the required amount of memory on the bus controller needed
to store the bus schedule, a TDMA round can be subject to various
complexity constraints. A common restriction is to let every processor
own, at most, a specified number of slots per round. Also, one can let
the sizes be the same for all slots of a certain round, or let the slot order
be fixed.
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Figure 2.4 Bus schedule table representation
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3

Predictability Approach

This chapter begins with a motivational example illustrating the prob-
lems encountered when designing predictable multiprocessor-based real-
time systems. It then continues by describing our overall approach to
achieve predictability for such systems.

3.1 Motivational Example

Consider two tasks running on a multiprocessor system with two proces-
sors and a shared communication infrastructure according to Chapter 2.
Each task has been analyzed with a traditional WCET tool, assuming a
monoprocessor system, and the resulting Gantt chart of the worst-case
scenario is illustrated in Figure 3.1a. The dashed intervals represent
cache misses, each of them taking six time units to serve, and the white
solid areas represent segments of code not using the bus. The task run-
ning on processor 2 is also, at the end of its execution, transferring data
to the shared memory, and this is represented by the black solid area.

However, since the tasks are actually running on a multiprocessor
system with a shared communication infrastructure, they do not have

13
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Figure 3.1 Motivational example

exclusive access to the bus handling the communication with the mem-
ories. Hence, some kind of arbitration policy must be applied to dis-
tribute the bus bandwidth among the tasks. The result is that when
two tasks request the bus simultaneously, one of them has to wait until
the other has finished transferring. This means that transfer times are
no longer constant. Instead, they now depend on the bus conflicts re-
sulting from the execution load on the different processors. Figure 3.1b
shows the corresponding Gantt chart when the commonly used FCFS
arbitration policy is applied.

The fundamental problem when performing worst-case execution
time analysis on multiprocessor systems is that the load on the other
processors is in general not known. For a task, the number of cache
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misses and their location in time depend on the program control flow
path. This means that it is very hard to foresee where there will be
bus access collisions, since this will differ from execution to execution.
To complicate things further, the worst-case control flow path of the
task will change depending on the bus load originating from the other
concurrent tasks. In order to solve this and introduce predictability, we
use a TDMA bus schedule which, a priori, determines exactly when a
processor is granted the bus, regardless of what is executed on the other
processors. Given a TDMA bus schedule, the WCET analysis tool cal-
culates a corresponding worst-case execution time. Some bus schedules
will result in relatively short worst-case execution times, whereas others
will be very bad for the worst case. Therefore, it is important that a
clever bus schedule, optimized to reduce the worst case, is used. Algo-
rithms for this will be presented in Chapter 5. Note that regardless of
what bus schedule is given as input to the WCET analysis algorithm,
the corresponding worst-case execution time will always be safe. Fig-
ure 3.1c shows the same task configuration as previously, but now the
memory accesses are arbitrated according to a TDMA bus schedule.

3.2 Overall Approach

For a task running on a multiprocessor system, as described in Chapter
2, the problem for achieving predictability is that the duration of a bus
transfer depends on the bus congestion. Since bus conflicts depend on
the task schedule, WCET analysis cannot be performed before that is
known. However, task scheduling traditionally assumes that the worst-
case execution times of the tasks to be scheduled are already calculated.

To solve this circular dependency, we have developed an approach
based on the following principles:

1. A TDMA-based bus access policy, according to Section 2.3, is
used for arbitration. The bus schedule, created at design time, is
enforced during the execution of the application.

2. The worst-case execution time analysis is performed with respect
to the bus schedule, and is integrated with the task scheduling
process, as described in Figure 3.3.

We illustrate our overall approach with a simple example. Consider
the application in Figure 3.2a. It consists of three tasks – τ1, τ2 and
τ3 – mapped on two processors. The static cyclic scheduling process is
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Figure 3.2 Overall approach example

based on a list scheduling technique, and is performed in the outer loop
described in Figure 3.3 [10]. Let us, as is done traditionally, assume that
worst-case execution times have been obtained using techniques where
each task is considered in isolation, ignoring conflicts on the bus. These
calculated worst-case execution times are 156, 64, and 128 time units
for τ1, τ2, and τ3, respectively. The deadline is set to 192 time units, and
would be considered as satisfied according to traditional list scheduling,
using the already calculated worst-case execution times, as shown in
Figure 3.2b. However, this assumes that no conflicts, extending the bus
transfer durations (and implicitly the memory access times), will ever
occur on the bus. This is, obviously, not the case in reality and thus
results obtained with the previous assumption are wrong.

In our predictable approach, the list scheduler will start by schedul-
ing the two tasks τ1 and τ2 in parallel, with start time 0, on their respec-
tive processor (line 2 in Figure 3.3). However, we do not yet know the
end times of the tasks, and to gain this knowledge, worst-case execution
time analysis has to be performed. In order to do this, a bus schedule
which the worst-case execution times will be calculated with respect to
(line 6 in Figure 3.3) must be selected. This bus schedule is, at the
moment, constituted by one bus segment ω, as described in Section 2.3.
Given this bus schedule, worst-case execution times of tasks τ1 and τ2

will be computed (line 7 in Figure 3.3). Based on this output, new bus
schedule candidates are generated and evaluated (lines 5-8 in Figure
3.3), with the goal of obtaining those worst-case execution times that
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lead to the shortest possible worst-case global delay of the application.
Assume that, after selecting the best bus schedule, the corresponding

worst-case execution times of tasks τ1 and τ2 are 167 and 84 respectively.
We can now say the following:

• Bus segment ω1 is the first segment of the application bus sched-
ule, and will be used for the time interval 0 to 84.

• Both tasks τ1 and τ2 start at time 0.

• In the worst case, τ2 ends at time 84 (the end time of τ1 is still
unknown, but it will end later than 84).

Now, we go back to step 3 in Figure 3.3 and schedule a new task,
τ3, on processor CPU2. According to the previous worst-case execution
time analysis, task τ3 will, in the worst case, be released at time 84,
scheduled in parallel with the remaining part of task τ1. A new bus
segment ω, starting at time 84, will be selected and used for analyzing
task τ3. For task τ1, the already fixed bus segment ω1 is used for the
time interval between 0 and 84, after which the new segment ω is used.
Once again, several bus schedule candidates are evaluated, and finally
the best one, with respect to the worst-case global delay, is selected.
Assume that the segment ω2 is finally selected, and that the worst-case
execution times for tasks τ1 and τ3 are 188 and 192 respectively, making
task τ3 end at 276. Now, ω2 will become the second bus segment of the
application bus schedule, ranging from time 84 to 188, and this part of
the bus schedule will be fixed. Now, we repeat the same procedure with
the remaining part of τ3 (which now ends at time 242 instead of 276,
since ω3 assigns all bus bandwidth to CPU2). The final, predictable
schedule is shown in Figure 3.2c, and leads to a WCGD of 242.

An outline of the algorithm can be found in Figure 3.3. We define Ψ
as the set of tasks active at the current time t, and this is updated in the
outer loop. In the beginning of the loop, a new bus segment ω, starting
at t, is generated and the resulting bus schedule candidate is evaluated
with respect to each task in Ψ. Based on the outcome of the WCET
analysis, the bus segment ω is improved for each iteration. The bus
segments previously generated before time t remain unaffected. After
selecting the best segment ω, θ is set to the end time of the task in Ψ
that finished first. The time t is updated to θ and we continue with the
next iteration of the outer loop.

Communication tasks are treated as a special class of computational
tasks, which are generating a continuous flow of cache misses with no
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01: θ=0
02: while not all tasks scheduled

03: schedule new task at t ≥ θ
04: Ψ=set of all tasks that are active at time t
05: repeat

06: select bus segment ω for the

time interval starting at t
07: determine the WCET of all tasks in Ψ
08: until termination condition

09: θ=earliest time a task in Ψ finishes

10: end while

Figure 3.3 Overall approach

computational cycles in between. The number of cache misses is speci-
fied such that the total amount of data transferred on the bus, due to
these misses, equals the maximum length of the explicit message. There-
fore, from an analysis point of view, no special treatment is needed for
explicit communication. In the following, when we talk about cache
misses, it applies to both explicit and implicit communication.



4

Worst-Case Execution Time
Analysis

In order to calculate the WCET of a task, the analysis needs to be
aware of the TDMA bus, taking into account that processors must be
granted the bus only during their assigned time slots. This chapter de-
scribes the modifications required in order to adopt a traditional WCET
algorithm to our predictable approach, without increasing the overall
time-complexity.

4.1 TDMA-Based WCET Analysis

Performing worst-case execution time analysis with respect to a TDMA
bus schedule requires not only knowledge about the number of cache
misses for a certain program path, but also their location with respect
to time. Hence, traditional ILP-based methods for worst-case execution
time analysis cannot be applied. Instead, each memory access needs to
be considered with respect to the bus schedule, granting access to the
bus only during the slots belonging to the requesting processor. How-
ever, to collect the necessary information used by our worst-case execu-
tion time analysis framework, the same techniques used in traditional

19
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methods can be utilized.

Calculating the worst-case execution time has to be done with re-
spect to the particular hardware architecture on which the task being
analyzed is going to be executed. Factors such as the instruction set,
pipelining complexity, caches and so on must be taken into account by
the analysis. For an application running on a compositional architec-
ture, the analysis can be divided into subproblems processed in a local
fashion, for instance on basic block level. We can be sure that the lo-
cal worst-case always contributes to the worst-case globally, allowing
for fast analysis techniques without the need to analyze every single
program path individually. This is, unfortunately, not the case when
using noncompositional architectures. The presence of timing anomalies
will force the analysis to consider all possible program paths explicitly,
naturally causing the analysis time to explode as the size of the tasks
increase.

For a predictable multiprocessor system with a shared communi-
cation structure, as described in Chapter 2, it is necessary to search
through all feasible program paths and match each possible bus trans-
fer to slots in the actual bus schedule, keeping track of exactly when
a bus transfer is granted the bus in the worst case. This means that
the execution time of a basic block will vary depending on when it is
executed. Fortunately, for an application running on a compositional
architecture, efficient search-tree pruning techniques dramatically re-
duce the search space, allowing for local analysis, just as for traditional
WCET techniques.

4.2 Compositional WCET Analysis Flow

A typical program flow for a WCET tool operating on compositional
architectures is shown in the left path of Figure 4.1 [33]. First, a con-
trol flow graph (CFG) is generated. A value analysis is then performed
to find program characteristics such as data address ranges and loop
bounds. To take into account performance-enhancing features of mod-
ern hardware, cache and pipeline analyses are carried out next. A path
analysis identifies the feasible paths and an ILP formulation for calcu-
lating the worst-case program path is then produced. The information
traditionally provided in this ILP formulation is, however, not suffi-
cient for calculating the WCET on a multiprocessor system since not
only the number of cache misses are needed for each basic block, but



4.2. COMPOSITIONAL WCET ANALYSIS FLOW 21

CFG Generation

Task

Value Analysis

Cache and Pipeline
Analysis

Path Analysis

ILP Formulation

Evaluation
(LP Solve)

Evaluation
(Miss Mapping)

Traditional Approach

MPSoC Approach

Figure 4.1 WCET tool program flow

also their positions with respect to time. If necessary, an underlying
WCET tool has to be modified to provide this information. A more
in-depth description can be found in the work published by Neikter [3].

Our TDMA-based approach for compositional WCET analysis is
illustrated in the right path of Figure 4.1. After the path analysis, the
information from the previous steps is used to calculate the worst-case
program path by mapping the cache misses to the corresponding bus
slots in the TDMA schedule. We will now show the idea behind this
with a simple example.

4.2.1 Monoprocessor WCET Example

Consider a task τ executing on a system with two processors (processor
1 and processor 2). The task is being mapped on processor 1, and has
start time 0. First, an annotated control flow graph, as illustrated in
Figure 4.2, is constructed. The rectangular elements B, C, H, E, F in
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the graph represent basic blocks, and the circles A, D, G, I represent
control nodes gluing them together. The loop starting at control node G
will run at most three times, so the loop bound is consequently set to 3.
The annotated numbers in the basic blocks represent consecutive cycles
of execution, in the worst case, not accessing the bus. For instance,
basic block B will, when executed, immediately – after 0 clock cycles
– issue a cache miss. After this, 2 cycles will be spent without bus
accesses before the next (and last) cache miss occurs. Finally, 5 bus
access-free cycles will be executed before the basic block ends. Hence,
the execution time of basic block B will be (0 + k1 + 2 + k2 + 5) where
k1 and k2 represent the transfer times of the first and second cache miss
respectively. Note that usually, loop unrolling is performed in order
to decrease the pessimism of the analysis. This example is, however,
purposely kept as simple as possible, and therefore the loop has not
been unrolled.

For a typical monoprocessor system, all cache misses take the same
constant amount of time to process, and the execution time of basic
block B would be known immediately. However, for multiprocessor
architectures such as the one described in Chapter 2, we must calculate
the individual transfer times with respect to a given TDMA schedule.
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4.2.2 Multiprocessor WCET Example

Instead of a monoprocessor system, assume a multiprocessor system, as
described in Chapter 2, using the bus schedule in Figure 4.3. Processor
1, on which the task is running, gets a bus slot of size 10 processor
cycles periodically assigned to it every 20th cycle. In this particular
example, a cache miss takes 10 cycles for the bus to transfer, resulting
in the bus being granted to processor 1 only at times t satisfying t ≡ 0
(mod 20), where ≡ is the congruence operator.

To calculate the worst-case program path, we must evaluate all feasi-
ble program paths in the control flow graph. In the very simple example
in Figure 4.2, there are 30 program paths1 to explore, growing exponen-
tially with the number of branches and loop bounds. Fortunately, due
to the nature of the compositional architecture and the TDMA bus, not
all of them have to be investigated explicitly. In fact, in a task graph
with all loops unrolled, each basic block would need to be investigated
exactly once, as will be explained in the following.

Let us denote the worst-case start time of a basic block Z by s(Z),
and the end time in the worst case by e(Z). The execution time of
a basic block Z, in the worst case, is then defined as w(Z) = e(Z) −
s(Z). Without considering bus conflicts, as in traditional methods,
the worst-case execution time of the basic blocks would be wtrad(B) =
27, wtrad(C) = 32, wtrad(E) = 19, wtrad(F) = 18 and wtrad(H) = 15.
The corresponding worst-case program path becomes C,E,E,E,H re-
sulting in a worst-case execution time of 27+19·3+15 = 104 clock cycles.
However, this assumes that all cache misses take the same amount of
time to transfer, and this is false in a multiprocessor system with a
shared communication structure. In our TDMA-based approach, the
execution time of a basic block depends on its start time in relation to
the bus schedule. We start from the root node and successively calculate
the execution time of each basic block with respect to the worst-case

12 + 22 + 23 + 24 = 30
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start time. At the same time, the worst-case path is calculated.
With respect to the TDMA schedule in figure 4.3, the worst-case

start times of the basic blocks connected directly to the root node is 0,
since they will never execute at any other time instant. The execution
time of block B, in the worst case, is w(B) = 0 + 10 + 2 + 18 + 5 = 35
whereas the corresponding execution time of block C is w(C) = 0+10+
9+11+3 = 33. Note that w(B) > w(C), even though the relation is the
opposite in the traditional case above where wtrad(B) < wtrad(C). In
order to decide which one of these two basic blocks is on the critical path,
two very important observations must be made based on the predictable
nature of the TDMA bus (and the compositionality considered in this
section).

1. The absolute end time of a basic block can never increase by letting
it start earlier. That is, a basic block Z with s(Z) = x and
e(Z) = y, any start time x′ < x will result in an end time y′ ≤ y.
The execution time of the particular basic block can increase, but
the increment can never exceed the difference x−x′ in start time.
This means that for a basic block Z, the basic block will never
end later than e(Z) as long as it start before (or at) s(Z). This
guarantees that the worst-case calculations will never be violated,
no matter what program path is taken. Note that w(Z) is the
execution time in the worst case, with respect to e(Z), and that
the time spent by executing Z can be greater than w(Z) for an
earlier start time than s(Z).

2. Consider a basic block Z with worst-case start time s(Z) = x and
worst-case end time e(Z) = y. If we, instead, assume a worst-case
start time of s(Z) = x′′ where x′′ > x, the corresponding resulting
absolute end time e(Z) = y′′ will always satisfy the relation y′′ ≥
y. This means that the greatest assumed worst-case start time
s(Z) will also result in the greatest absolute end time e(Z).

Based on the second observation, we can be sure that the maximum
absolute end time for the basic block (E, F or H) succeeding B and C
will be found when the worst-case start time is set to 35 rather than
33. Therefore, we conclude that B is on the worst-case program path
and, since they are not part of a loop, B and C do not have to be
investigated again.

Next follow three choices. We can enter the loop by executing either
E or F, or we can go directly to H and end the task immediately. Due



4.3. NONCOMPOSITIONAL ANALYSIS 25

to observation 2 above, we can conclude that the worst-case absolute
end time of H, and thus the entire task, will be achieved when the loop
iterates the maximum possible number of times, which is 3 iterations,
since that will maximize s(H). Therefore, the next step is to calculate
the worst-case execution time for basic blocks E and F respectively
for each of the three iterations, before finally calculating the worst-
case execution time of H. In the first iteration, the worst-case start
time is s(E1) = s(F1) = 35 and the execution times become w(E1) =
0+15+9 = 24 and w(F1) = 7+28+1 = 36 for E and F respectively. We
conclude that the worst-case program path so far is B,F and the new
start time is set to s(E2) = s(F2) = 35 + 36 = 71. In the second loop
iteration, we get w(E2) = 0 + 19 + 9 = 28 and w(F2) = 7 + 12 + 1 = 20.
Hence, in this iteration, E contributes to the worst-case program path
and the new worst-case start time becomes s(E3) = s(F3) = 99. In the
final iteration, the execution times are w(E3) = 0 + 11 + 9 = 20 and
w(F3) = 7 + 24 + 1 = 32 respectively, resulting in the new worst-case
start time s(H) = 131. We now know that the worst-case program path
is B,F,E,F,H, and since H contains no cache misses, and therefore
always takes 15 cycles to execute, the WCET of the entire task is e(H) =
146.

As shown in this example, in a loop-free control flow graph, each
basic block has to be visited once. For control flow graphs containing
loops, the number of investigations will be the same as for the case
where all loops are unrolled according to their respective loop bounds.
The result, when the graph is traversed, is a time-complexity not higher
than for traditional monoprocessor worst-case execution time analysis
techniques.

4.3 Noncompositional Analysis

In the presence of timing anomalies, it is no longer possible to do local
assumptions about the global worst case execution time. Therefore, for
such architectures, every program path has to be analyzed explicitly.
This is the case, not only for multiprocessor systems, but for any worst-
case execution time framework operating on a noncompositional plat-
form. Also, all steps in Figure 4.1, from the cache and pipeline analyses
and forward, must be integrated since it, for noncompositional archi-
tectures, is impossible to assume safe initial cache and pipeline states
for a basic block, regardless of the allowed pessimism. Since also tradi-
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tional WCET analysis operating on noncompositional hardware has to
perform a global search through all program paths, the modifications in
order to make it aware of the TDMA bus is, in theory, straight-forward.
To adapt a traditional noncompositional WCET analysis technique to
the class of multiprocessor systems described in Chapter 2, for each
considered cache miss, the bus schedule has to be searched in order to
find the start and end times of the corresponding bus transfer. This op-
eration is of linear complexity and will therefore not increase the total,
already exponential, complexity of the traditional worst-case execution
time analysis.



5

Bus Schedule Optimization

Given any TDMA bus schedule, the WCET analysis framework de-
scribed in Chapter 4 calculates a safe worst-case execution time. This
means that the WCET of a task is directly dependent on the bus sched-
ule. This chapter describes how to generate a bus schedule, while sat-
isfying various efficiency requirements. At the end of the chapter, we
present experimental results showing the efficiency of our approach.

5.1 WCGD Optimization

Since the bus schedule is directly affecting the worst-case execution time
of the tasks, and consequently also the worst-case global delay of the
application, it is important that it is chosen carefully. Ideally, when
constructing the bus schedule, we would like to allocate a time slot for
each individual cache miss on the worst-case control flow path, granting
access to the bus immediately when it is requested. There are, however,
two significant problems preventing us from doing this. The first one is
that several processors can issue a cache miss at the same time instant,
creating conflicts on the bus. The second problem is that allocating bus

27
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slots for each individual memory transfer would create a very irregular
bus schedule, requiring an unfeasible amount of memory space on the
bus controller.

In order to solve the problem of irregular, memory consuming bus
schedules, some restrictions on the TDMA round complexity need to be
imposed. For instance, an efficient strategy is to allow each processor
to own a maximum number of slots per round. Other limitations can
be to let each round have the same slot order, or to force the slots in a
specific round to have the same size. In this chapter, we assume that
every processor can own at most one bus slot per round. The slots
in a round can have different sizes, and the order can be set without
restrictions. However, it is straight-forward to adapt this algorithm to
more (or less) flexible bus schedule design rules. In addition to the main
algorithm, we present a simplified algorithm for the special case where
all slots in a round must be of the same size.

The problem of handling cache miss conflicts is solved by distributing
the bus bandwidth such that the transfer times of cache misses, con-
tributing directly to the worst-case global delay, are minimized. This
is done in the inner loop of the overall approach outlined in Figure 3.3.
For the optimization process, we start by defining a cost function that
estimates the worst-case global delay as a function of the bandwidth
distribution. A detailed description will follow in the next section.

5.2 Cost Function

Given a set of active tasks τi ∈ Ψ (see Figure 3.3), the goal is now to
generate a close to optimal bus segment schedule with respect to Ψ. An
optimal bus schedule, however, is a bus schedule taking into account
the global context, minimizing the global delay of the application. This
global delay includes tasks not yet considered and for which no bus
schedule has been defined. This requires knowledge about future tasks,
not yet analyzed, and, therefore, we must find ways to approximate
their influence on the global delay.

In order to estimate the global delay, we first build a schedule Sλ

of the tasks not yet analyzed, using a list scheduling technique. When
building Sλ we approximate the WCET of each task by its respective
worst-case execution time in the naive case, where no conflicts occur
on the bus and any task can access the bus at any time. From now
on we refer to this conflict-free WCET as NWCET (Naive Worst-Case
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Figure 5.1 Estimating the global delay

Execution Time).

When optimizing the bus schedule for the tasks τ ∈ Ψ, we need an
approximation of how the WCET of one task τi ∈ Ψ affects the global
delay. Let Di be the union of the set of all tasks depending directly on
τi in the process graph, and the singleton set containing the first task
in Sλ that is scheduled on the same processor as τi. We now define the
tail λi of a task τi recursively as:

• λi = 0, if Di = ∅

• λi = max
τj∈Di

(xj + λj), otherwise.

where xj = NWCETj if τj is a computation task. For communication
tasks, xj is an estimation of the communication time, depending on the
length of the message. Intuitively, λi can be seen as the length of the
longest (with respect to the NWCET) chain of tasks that are affected
by the execution time of τi. Without any loss of generality, in order
to simplify the presentation, only computation tasks are considered in
the examples of this section. Consider Figure 5.1a, illustrating a Gantt
chart of tasks scheduled according to their NWCETs. Direct data de-
pendencies exist between tasks τ4 & τ5, τ5 & τ6, and τ5 & τ7; hence,
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for instance, D3 = {τ5} and D4 = {τ5, τ7}. The tails of the tasks are:
λ7 = λ6 = 0 (since D7 = D6 = ∅), λ5 = 7, λ4 = λ3 = 10, λ2 = 18 and
λ1 = 15.

Since our concern when optimizing the bus schedule for the tasks in
Ψ is to minimize the global delay, a cost function taking λi into account
can be formulated as follows:

CΨ,θ = max
τi∈Ψ

(θ + WCETθ
i + λi) (5.1)

where WCETθ
i is defined as the length of that portion of the worst case

execution path of task τi which is executed after time θ.

5.3 Optimization Approach

The optimization algorithm is outlined in Figure 5.2.

1. Calculate initial slot sizes.

2. Calculate an initial slot order.

3. Analyze the WCET of each task τ ∈ Ψ and

evaluate the result according to the cost

function.

4. Generate a new slot order candidate and

repeat from 3 until all candidates are

evaluated.

5. Generate a new slot size candidate and

repeat from 2 until the exit condition is

met.

6. The best configuration according to the cost

function is then used.

Figure 5.2 The optimization approach

These steps will now be explained in detail, starting with the inner
loop that decides the order of the slots. Given a specific slot size, we
search the order of slots that yields the best cost.

5.3.1 Slot Order Selection

At step 2 of the algorithm in Figure 5.2, a default initial order is set.
When step 4 is reached for the first time, after calculating a cost for
the current slot configuration, the task τi ∈ Ψ that is maximizing the
cost function in Equation 5.1 is identified. We then construct n − 1
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new bus schedule candidates, n being the number of tasks in the set
Ψ, by moving the slot corresponding to this task τi, one position at a
time, within the TDMA round. The best configuration with respect to
the cost function is then selected. Next, we check if any new task τj ,
different from τi, now has taken over the role of maximizing the cost
function. If so, the procedure is repeated, otherwise it is terminated.

5.3.2 Determination of Initial Slot Sizes

At step 1 of the algorithm in Figure 5.2, the initial slot sizes are dimen-
sioned based on an estimation of how the slot size of an individual task
τi ∈ Ψ affects the global delay.

Consider λi, as defined in Section 5.2. Since it is a sum of the
NWCETs of the tasks forming the tail of τi, it will never exceed the
accumulative WCET of the same sequence of tasks. Consequently, if
we for all τi ∈ Ψ define

Λ = max
τi∈Ψ

(NWCETθ
i + λi) (5.2)

where NWCETθ
i is the NWCET of task τi ∈ Ψ counting from time θ,

a lower limit of the global delay can be calculated by θ + Λ. This is
illustrated in Figure 5.1a, for θ = 0. Furthermore, let us define ∆ as
the amount by which the estimated global delay increases due to the
time each task τi ∈ Ψ has to wait for the bus.

See Figure 5.1b for an example. Contrary to Figure 5.1a, τ1 and τ2

are now considered using their real WCETs, calculated according to a
particular bus schedule (Ψ = {τ1, τ2}). The corresponding expansion
∆ is 3 time units. Now, in order to minimize ∆, we want to express a
relation between the global delay and the actual bus schedule. For task
τi ∈ Ψ, we define mi as the number of remaining cache misses on the
worst case path, counting from time θ. Similarly, also counting from θ,
li is defined as the sum of each code segment and can thus be seen as
the length of the task minus the time it spends using the bus or waiting
for it (both mi and li are determined by the WCET analysis). Hence,
if we define the constant k as the time it takes to process a cache miss
when ignoring bus conflicts, we get

NWCETθ
i = li +mik (5.3)

As an example, consider Figure 5.3a showing a task execution trace, in
the case where no other tasks are competing for the bus. A black box
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Figure 5.3 Close-up of two tasks

represents the idle time, waiting for the transfer, due to a cache miss,
to complete. In this example m1 = 4 and l1 = δ1 + δ2 + δ3 + δ4 = 115.

Let us now, with respect to the particular bus schedule, denote the
average waiting time of task τi by di. That is, di is the average time
task τi spends waiting, due to other processors owning the bus and the
actual time of the transfer itself, every time a cache miss has to be
transferred on the bus. Then, analogous to Equation 5.3, the WCET
of task τi, counting from time θ, can be calculated as

WCETθ
i = li +midi (5.4)

The dependency between a set of average waiting times di and a bus
schedule can be modeled as follows. Consider the distribution P, defined
as the set p1, . . . , pn, where

∑
pi = 1. The value of pi represents the

fraction of bus bandwidth that, according to a particular bus schedule,
belongs to the processor running task τi ∈ Ψ. Given this model, the
average waiting times can be rewritten as

di =
1

pi
k (5.5)

Putting Equations 5.2, 5.4, and 5.5 together and noting that Λ has been
calculated as a maximum over all τi ∈ Ψ, we can formulate the following
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system of inequalities:

θ + l1 +m1
1

p1
k + λ1 ≤ θ + Λ + ∆

...

θ + ln +mn
1

pn
k + λn ≤ θ + Λ + ∆

p1 + · · ·+ pn = 1

What we want is to find the bus bandwidth distribution P that results
in the minimum ∆ satisfying the above system. Unfortunately, solving
this system is difficult due to its enormous solution space. However, an
important observation that simplifies the process can be made, based
on the fact that the slot distribution is represented by continuous vari-
ables p. Consider a configuration of p1, . . . , pn, ∆ satisfying the above
system, and where at least one of the inequalities are not satisfied by
equality. We say that the corresponding task τi is not on the critical
path with respect to the schedule, meaning that its corresponding pi
can be decreased, causing τi to expand over time without affecting the
global delay. Since the values of p must sum to 1, decreasing pi, allows
for increasing the percentage of the bus given to the tasks τ that are on
the critical path. Even though the decrease might be infinitesimal, this
makes the critical path shorter, and thus ∆ is reduced. Consequently
the smallest ∆ that satisfies the system of inequalities is achieved when
every inequality is satisfied by equality. As an example, consider Figure
5.1b and note that τ5 is an element in both sets D3 and D4 according
to the definition in Section 5.2. This means that τ5 is allowed to start
first when both τ3 and τ4 have finished executing. Secondly, observe
that τ5 is on the critical path, thus being a direct contributor to the
global delay. Therefore, to minimize the global delay, we must make τ5

start as early as possible. In Figure 5.1b, the start time of τ5 is defined
by the finishing time of τ4, which also is on the critical path. However,
since there is a block of slack space between τ3 and τ5, we can reduce
the execution time of τ2 and thus make τ4 finish earlier, by distributing
more bus bandwidth to the corresponding processor. This will make the
execution time of τ1 longer (since it receives less bus bandwidth), but
as long as τ3 ends before τ4, the global delay will decrease. However, if
τ3 expands beyond the finishing point of τ4, the former will now be on
the critical path instead. Consequently, making task τ3 and τ4 end at
the same time, by distributing the bus bandwidth such that the sizes of
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Figure 5.4 Calculation of new slot sizes

τ1 and τ2 are adjusted properly, will result in the earliest possible start
time of τ5, minimizing ∆. In this case the inequalities corresponding to
both τ1 and τ2 are satisfied by equality. Such a distribution is illustrated
in Figure 5.1c.

The resulting system consists of n+ 1 equations and n+ 1 variables
(p1, . . . , pn and ∆), meaning that it has exactly one solution, and
even though it is nonlinear, it is simple to solve. Using the resulting
distribution, a corresponding initial TDMA bus schedule is calculated
by setting the slot sizes to values proportional to P .

5.3.3 Generation of New Slot Size Candidates

One of the possible problems with the slot sizes defined as in Section
5.3.2 is the following: if one processor gets a very small share of the bus
bandwidth, the slot sizes assigned to the other processors can become
very large, possibly resulting in long wait times. By reducing the sizes
of the larger slots while trying to keep their mutual proportions, this
problem can be avoided.

We illustrate the idea with an example. Consider a round consisting
of three slots ordered as in Figure 5.4a. The slot sizes have been dimen-
sioned according to a bus distribution P = {0.49, 0.33, 0.18}, calculated
using the method in Section 5.3.2. The smallest slot, belonging to CPU
3, has been set to the minimum slot size k, and the remaining slot sizes
are dimensioned proportionally 1 as multiples of k. Consequently, the
initial slot sizes become 3k, 2k and k. In order to generate the next set
of candidate slot sizes, we define P ′ as the actual bus distribution of
the generated round. Considering the actual slot sizes, the bus distri-
bution becomes P ′ = {0.50, 0.33, 0.17}. Since very large slots assigned
to a certain processor can introduce long wait times for tasks running

1While slot sizes, in theory, do not have to be multiples of the minimum slot size
k, in practice this is preferred as it avoids introducing unnecessary slack on the bus.
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on other processors, we want to decrease the size of slots, but still keep
close to the proportions defined by the bus distribution P . Consider
once again Figure 5.4a. Since, p′1− p1 > p′2− p2 > p′3− p3, we conclude
that slot 1 has the maximum deviation from its supposed value. Hence,
as illustrated in Figure 5.4b, the size of slot 1 is decreased one unit.
This slot size configuration corresponds to a new actual distribution
P ′ = {0.40, 0.40, 0.20}. Now p′2 − p2 > p′3 − p3 > p′1 − p1, hence the
size of slot 2 is decreased one unit and the result is shown in Figure
5.4c. Note that in the next iteration, p′3 − p3 > p′1 − p1 > p′2 − p2, but
since slot 3 cannot be further decreased, we recalculate both P and P ′,
now excluding this slot. The resulting sets are P = {0.60, 0.40} and
P ′ = {0.67, 0.33}, and hence slot 1 is decreased one unit. From now
on, only slot 1 and 2 are considered, and the remaining procedure is
carried out in exactly the same way as before. When this procedure
is continued as above, all slot sizes will converge towards k which, of
course, is not the desired result. Hence, after each iteration, the cost
function (Equation 5.1) is evaluated and the process is continued only
until no improvement is registered for a specified number π of itera-
tions. The best ever slot sizes (with respect to the cost function) are,
finally, selected. Accepting a number of steps without improvement
makes it possible to escape certain local minima (in our experiments we
use 8 < π < 40, depending on the number of processors).

5.3.4 Density Regions

A problem with the technique presented above is that it assumes that
the cache misses are evenly distributed throughout the task. For most
tasks, this is not the case in reality. A solution to this problem is
to analyze the internal cache miss structure of the actual task and,
accordingly, divide the worst case path into disjunct intervals, so called
density regions. A density region is defined as an interval of the path
where the distance between consecutive cache misses (δ in Figure 5.3)
does not differ more than a specified number. In this context, if we
denote by α the average time between two consecutive cache misses
(inside a region), the density of a region is defined as 1

α+1 . A region
with high density, close to 1, has very frequent cache misses, while the
opposite holds for a low-density region.

Consequently, in the beginning of the optimization loop, we identify
the next density region for each task τi ∈ Ψ. Now, instead of construct-
ing a bus schedule with respect to each entire task τi ∈ Ψ, only the
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interval [θ..Θi) is considered, with Θi representing the end of the den-
sity region. We call this interval of the task a subtask since it will be
treated as a task of its own. Figure 5.3b shows a task τ2 with two den-
sity regions, the first one corresponding to the subtask τ ′2. The tail of τ ′2
is calculated as λ′2 = λ′′2 + λ2, with λ′′2 being defined as the NWCET of
τ2 counting from Θ2. Furthermore, in this particular example m′2 = 3
and l′2 = δ′1 + δ′2 + δ′3 = 87.

Consider Figure 3.3 illustrating the overall approach. Analogous to
the case where entire tasks are analyzed, when a bus schedule for the
current bus segment has been decided, θ′ will be set to the finish time of
the first subtask. Just as before, the entire procedure is then repeated
for θ = θ′.

However, modifying the bus schedule can cause the worst-case con-
trol flow path to change. Therefore, the entire cache miss structure
can be transformed during the optimization procedure (lines 4 and 5 in
Figure 5.2), resulting in possible changes with respect to both subtask
density and size. We solve this problem by using an iterative approach,
adapting the bus schedule to possible changes of the subtask structure
while making sure that the total cost is decreasing. This procedure will
be described in the following paragraphs.

Subtask Evaluation

First, let us in this context define two different cost functions, both
based on Equation 5.1. Let τ

′end
i be the end time of subtask τ ′i , and

define τ
′end as:

τ
′end = min

τi∈Ψ
(τ

′end
i ) (5.6)

Furthermore, let NWCETτ
′end

i be the NWCET of the task τi, count-
ing from τ

′end to the end of the task. The subtask cost C
′
Ψ,θ can now

be defined as:

C
′
Ψ,θ = max

τi∈Ψ
(τ

′end + NWCETτ
′end

i + λi) (5.7)

Hence, the subtask cost is a straight-forward adaption of the cost func-
tion in Equation 5.1 to the concept of subtasks. Instead of using the
worst-case execution time of the entire task, only the part correspond-
ing to the first density region after time θ is considered. The rest of
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the task, from the end of the first density region to the end of the en-
tire task, is accounted for in the tail, with respect to its corresponding
NWCET.

In order to more accurately approximate how the subtask affects the
worst-case global delay, we also introduce its complementary task cost

C
′′
Ψ,θ in addition to the subtask cost. Let WCETτ

′end

i be the worst-case

execution time of task τi starting from time τ
′end. We here assume that

WCETτ
′end

i has been calculated with respect to a tailored bus segment,
starting after τ

′end. The bus schedule representing this bus segment
is calculated considering the cache miss structure of the corresponding
part of the task, for instance by using the algorithm described in Section
5.3.2 for calculating initial slot sizes. This way we can approximate the
transfer delays of the cache misses between τ

′end and the end of the task,
instead of using the corresponding NWCET (as is done when calculating
the subtask cost). The complementary task cost can be defined as:

C
′′
Ψ,θ = max

τi∈Ψ
(τ

′end + WCETτ
′end

i + λi) (5.8)

Note that the only difference between this cost function and the
previous one in Equation 5.7 is that we now use a calculated WCET for
the remaining part of the task, instead of the NWCET. Consequently,
the complementary task cost is always greater than or equal to the
subtask cost. The problem with using the NWCET, as done when
calculating the subtask cost, is that small subtasks tend to be favored.
The complimentary cost is more precise, but also more time-consuming
to calculate. Therefore the idea is to use it only when necessary.

With the two cost functions defined, we can formulate an algorithm
for subtask evaluation, presented in Figure 5.5. In step 2, the tasks
τi ∈ Ψ are analyzed, in their entirety, in order to achieve an initial cache
miss structure. This structure is then used to identify the first subtask
τ ′i of each task (step 3), and to calculate an initial bus schedule (step
4). In order to evaluate the bus schedule, the complementary cost is
evaluated in step 5. In step 8, the bus schedule is modified with respect
to the subtasks τi. The algorithms, changing the slot sizes and order
of the current TDMA round, used for these modifications can be found
in Section 5.3.3 and Section 5.3.1. In step 9, the first corresponding
subtask τ ′i of each task τi ∈ Ψ is reidentified with respect to the new
cache miss structure, and an updated cost is calculated (by using the
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less expensive subtask cost function). If this cost is an improvement of
the previous cost2, we also evaluate the complementary cost C

′′
Ψ,θ. If

the new complementary cost is lower than the best cost Cbest
inner found so

far in the inner loop, we update Cbest
inner to this new lowest cost.

We then try to modify the bus schedule further until no more im-
provements are found (steps 8-12). Consequently, reaching step 13
means two things. Either we have found the best bus schedule, or the
worst-case control flow path has changed during the iterations, result-
ing in a different cache miss structure, not suitable for the generated
bus schedule (again, note that the steps 8-12 try to improve the ini-
tial sizes calculated, with respect to a specific density, in step 4). If
Cbest

inner = Cbest
outer, we did not manage to improve the existing best cost

from the last time the inner loop was visited, and the algorithm is
halted. If Cbest

inner < Cbest
outer, on the other hand, we identify new subtasks

with respect to the improved bus schedule (step 3), and repeat the pro-
cedure. Note that this algorithm will always converge since it never
accepts solutions that lead to higher costs.

5.4 Simplified Algorithm

For the case where all slots of a round have to be of the same, round-
specific size, calculating the distribution P makes little sense. Therefore,
we also propose a simpler, but quality-wise equally efficient algorithm,
tailor-made for this class of more limited bus schedules. The slot order-
ing mechanisms are still the same as for the main algorithm, but the
procedures for calculating the slot sizes are now vastly simplified. The
algorithm is summarized in Figure 5.6.

In step 1, we start by using the smallest possible slot size, since this
will minimize the maximum transfer delay. Next, an initial slot order,
chosen arbitrarily, is specified in step 2. The slot order candidates are
then generated just as in the general algorithm, by changing the position
of the slot belonging to the processor on the critical path. After finding
the best order for a particular slot size, the latter is modified by, for
instance, increasing it k steps. After an appropriate slot size is found, it
can also be ”‘fine tuned”’ by increasing or decreasing the size by a very
small amount, less than k. Since all processors get the same amount

2In the opposite case, for which no improvement of the cost was made, there is
no need to calculate C

′′
Ψ,θ since C

′
Ψ,θ < C

′′
Ψ,θ.
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1. Set Cbest
outer = ∞.

2. Calculate initial slot sizes with respect

to all tasks τi ∈ Ψ.

3. For each task τi ∈ Ψ, calculate the WCET

and identify the corresponding first

subtask τ ′i.
4. Calculate the initial slot sizes with

respect to the subtasks τ ′i.
5. Calculate the complementary task cost

C
′′
Ψ,θ.

6. If C
′′
Ψ,θ < Cbest

outer, set Cbest
outer = C

′′
Ψ,θ.

7. Set Cbest
inner = Cbest

outer.

8. Modify the bus schedule with respect to

the cache miss structure of τ ′i.
9. Once again, for each task τi ∈ Ψ,

calculate the WCET and identify the first

corresponding subtask τ ′i.

10. Calculate the subtask cost C
′
Ψ,θ.

11. If C
′
Ψ,θ < Cbest

inner, calculate the

complementary task cost C
′′
Ψ,θ and, if

C
′′
Ψ,θ < Cbest

inner, set Cbest
inner = C

′′
Ψ,θ.

12. Repeat from 8 until no improvements have

been made for N iterations.

13. If Cbest
inner < Cbest

outer then set Cbest
outer = Cbest

inner

and goto 3

14. Use the bus schedule corresponding to

Cbest
outer for the interval between θ and the

end time of the subtask that finished

first, and update θ to this end time.

Figure 5.5 Subtask evaluation algorithm

of bus bandwidth, the concept of density regions is not useful in this
simplified approach.

5.5 Memory Consumption

As stated in Section 2.3, a TDMA bus schedule is composed of segments.
Therefore, the amount of memory space needed to store the bus schedule
is defined by the number of segments and the complexity restrictions
imposed, by the system designer, on the underlying TDMA rounds. In
order to calculate an upper bound on the number of segments needed,
we make the observation that a new segment is created at every time
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1. Initialize the slot sizes to the minimum

size k.
2. Calculate an initial slot order.

3. Analyze the WCET of each task τ ∈ Ψ and

evaluate the result according to the cost

function.

4. Generate a new slot order candidate and

repeat from 3 until all candidates are

evaluated.

5. Increase the slot sizes one step.

6. If no improvements were achieved during a

specified number of iterations then exit.

Otherwise repeat from 2.

7. The best configuration according to the

cost function is then used.

Figure 5.6 The simplified optimization approach

t when at least one task starts or finishes. For the case when density
regions are not used, these are also the only times when a new segment
will be created. Hence, an upper bound on the number of segments is
2|Π|, where Π is the set of all tasks as defined in Chapter 2.

When using density regions, the start and finish of every region can
result in a new segment each. Therefore, tasks divided into very many
small density regions will result in bus schedules consuming more mem-
ory. A straight-forward solution is to limit, according to the available
controller memory, the minimum size of a density region. For instance,
if the minimum density region size for a task τi is x% of the task length
li as defined above, the number of generated segments becomes at most
2|Π|100

x .

5.6 Experimental Results

The complete flow illustrated in Figure 3.3 has been implemented and
used as a platform for the experiments presented in this section. The bus
schedule synthesis was carried out on a general purpose PC with a dual
core Pentium 4 processor, running at 2.8 GHz. We have developed a
WCET analysis tool, using SymTA/P from Braunschweig University as
starting point, based on the considerations in Chapter 4. A system-on-
chip design according to Chapter 2, consisting of several ARM7 cores, is
assumed for the worst-case execution time analysis. For these examples,
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we have assumed that 12 clock cycles are required to handle a memory
access due to a cache miss.

5.6.1 Bus Schedule Approaches

To evaluate our algorithms, we defined four bus schedule approaches
of varying complexity. The least restrictive approach, BSA1, imposes
no restrictions at all and is therefore mostly of interest for comparisons
with the other approaches. Since there is no requirement for regularity,
a BSA1 schedule is composed by only one segment, consisting of a
(very complex) round having the same size as the segment itself. Each
processor can own any number of slots of different sizes, and the order
of the slots is arbitrary. An example of a BSA1 bus schedule and its
table representation can be found in Figure 5.7.

With the more restrictive BSA2, each processor can own at most one
bus slot per round. However, the slots in a round can still have different
sizes, and the order can be set arbitrarily. Imposing this restriction on
the round dramatically decreases the memory needed to store the bus
schedule, since the regularity can be used to store it in an efficient
fashion. An example of a BSA2 bus schedule is depicted in Figure
5.8. The first segment starts at time unit 0 and ends at time unit 60,
immediately followed by the second segment. The main algorithm in
this chapter assumes that a BSA2 bus schedule is used.

BSA3 is as BSA2 but with the additional restriction that all slots
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in a round must be of the same size, regardless of owner. This further
decreases the amount of memory required on the bus arbiter, since only
one size has to be stored for each round, regardless of the number of
slots. The order is, however, still arbitrary, just as for BSA2. An
example is illustrated in Figure 5.9. The simplified algorithm explained
in this chapter operates on BSA3 bus schedules.

We have also defined a fourth approach, BSA4, which is as BSA3
but with the very strong restriction of allowing only bus schedules con-
stituted by one segment (and thus one round). This requires almost no



5.6. EXPERIMENTAL RESULTS 43

0 20

Slot sizeOwner

20
CPU2
CPU1

...Bus

Slot belonging to CPU1
Slot belonging to CPU2

40 60 80 100 120

Segment start

0

Figure 5.10 BSA4 bus schedule

memory at all on the bus arbiter. Since this approach is extremely lim-
ited, it is interesting mostly for comparisons with the other approaches,
just as for BSA1. An example is shown in Figure 5.10

5.6.2 Synthetic Benchmarks

Our first set of experiments was done using benchmarks consisting of
randomly generated task graphs with 50 to 200 tasks. The individual
tasks were generated according to control flow graphs extracted from
various C programs, such as algorithms for sorting, searching, matrix
multiplications and DSP processing. We have run experiments for con-
figurations consisting of 2 to 10 processors, and for each configuration,
50 randomly generated task graphs were used and an average WCGD
was calculated.

For comparison, this set of experiments was carried out using each of
the four bus scheduling approaches defined in Section 5.6.1. In addition,
to use as a baseline for evaluating our algorithms, the WCGD was
also calculated assuming immediate access to the bus for all processors,
resulting in no memory access being delayed. Note that this is an
unrealistic assumption, even for a hypothetical optimal bus schedule,
resulting in optimistic and unsafe results. Nevertheless, this would be
the (wrong!) result if traditional worst-case execution time analysis
methods were used.

The result of our experiments is depicted in Figure 5.11. The di-
agram corresponding to each bus scheduling approach represents how
many times larger the respective average WCGD is, in relation to the
baseline. As can be seen, not surprisingly, BSA1 produces the shortest
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Figure 5.11 Four bus access policies

worst-case global delays. This is expected, since the corresponding bus
schedules have no restrictions with respect to flexibility. The results
produced by BSA2 and BSA3 are, however, not at all far behind. This
shows that the price for obtaining regular bus schedules, which can be
fitted into memories with a relatively small capacity, is very low. The
poor flexibility provided by BSA4, on the other hand, is not enough,
and for large bus schedules, the results become inferior.

In a second set of experiments, we have compared the BSA2 and
BSA3 bus scheduling approaches, since they are the important alterna-
tives from a practical viewpoint. In particular, we were interested in
the efficiency of these policies for applications with different cache miss
patterns. A cache miss pattern of a particular task is, in this context,
characterized by the standard deviation of the set of time-intervals be-
tween all consecutive cache misses. Three classes of applications, each
one representing a different level of cache miss irregularity, were cre-
ated. Every application was composed, according to a randomized task
graph, by 20 randomly generated tasks, and each class contained 30
applications. For all tasks, the average distance between consecutive
caches misses was 73 clock cycles.

The first class of applications was generated with a uniformly dis-
tributed cache miss pattern, corresponding to a standard deviation of
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0 clock cycles. The other two classes had a more irregular cache miss
structure, corresponding to standard deviations of 50 and 150 clock cy-
cles, respectively. Just as for the previous set of examples, the unsafe
traditional case, where no processor ever has to wait for the bus, is used
as a baseline. A comparison of the resulting average worst-case global
delays is shown in Figure 5.12. It is expected that the two approaches
produce the same worst-case global delays for very regular cache miss
structures since, most of the time, all processors will demand an equal
amount of bus bandwidth. However, as the irregularity of the cache
miss structure increases, the ability of BSA2 to distribute the band-
width more freely becomes more and more of an advantage.

We also carried out a third set of experiments, demonstrating the
efficiency of the successive steps of our main bus access optimization
algorithm. The same three classes of applications were used as for the
previous set, as well as the same baseline. The results are presented in
Figure 5.13. The ISS bar represents the average worst-case global delay
obtained using the initial slot sizes, calculated as described in Section
5.3.2. The SSA bar corresponds to the average WCGD after slot size
adjustments, as described in Section 5.3.3, have been performed as well.
Finally, the DS bar shows the result of also applying the concept of
density regions, according to Section 5.3.4, in addition to the previous
two steps. As expected, density regions are efficient for irregular cache
miss patterns, but do not help if the structure is uniformly distributed.

The execution time, for the whole flow, of an example consisting of
100 tasks on 10 processors is 120 minutes for the BSA2 algorithm and
5 minutes for the simplified BSA3 version.

5.6.3 Real-Life Example

In order to validate the real-world applicability of this approach, we
have also analyzed a smart phone. It consists of a GSM encoder, GSM
decoder and an MP3 decoder, mapped on four ARM7 processors. The
GSM encoder and decoder are mapped on one processor each, whereas
the MP3 decoder is mapped on two processors. The software appli-
cations have been partitioned into 64 tasks, and the size of one such
task is between 70 and 1304 lines of C code for the GSM codec, and
200 and 2035 lines for the MP3 decoder. We have assumed a 4-way
set associative instruction cache with a size of 4 kilobytes and a direct
mapped data cache of the same size. The worst-case global delay was
calculated using the four bus scheduling approaches defined in Section
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Figure 5.12 Comparison between BSA2 and BSA3
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Figure 5.13 BSA2 optimization steps

5.6.1. For comparison, we also calculated the WCGD assuming, un-
realistically, immediate access to the bus for each processor, as done
by traditional worst-case execution time analysis techniques. Table 5.1
shows, for each of the four bus scheduling approaches, how many times
larger the obtained safe worst-case global delay is compared to the un-
realistic counterpart. As can be seen, the results are coherent with the
experiments in Section 5.6.2.
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BSA1 BSA2 BSA3 BSA4

1.17 1.31 1.33 1.62

Table 5.1 Results for the smart phone
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6

Worst/Average-Case
Optimization

When optimizing a system platform for a hard real-time application, the
goal is, traditionally, to minimize the worst-case global delay. However,
the worst-case program path of an application is in most cases taken
very seldom, and doing so generally leads to a much longer execution
time than what can be expected on average, resulting in a gap between
the WCGD and the average-case global delay (ACGD). Therefore, when
designing periodic systems, there will be a significant interval of time
after the program has finished until the next period starts. During this
time interval, the processors are free to be used for anything, as long
as they are ready and available at the start of the new period. Thus,
instead of just letting them be idle, doing nothing, we can utilize this
slack for performing computations not requiring strict predictability, or
we can just shut off the processors to save energy. Consequently, it
can be of great interest that the average-case global delay is as short as
possible, even for hard real-time systems. In this chapter, we present an
efficient algorithm for obtaining predictable real-time applications with
a low average-case global delay, while still keeping the WCGD close to
a minimum.

49
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6.1 Motivation

Consider the hard real-time application in Figure 6.1a, composed of the
three tasks τ1, τ2 and τ3 running on two processors. The application
is periodically executed with a period equal to the worst-case global
delay. After finishing the last computation, the processors are powered
off, until the start of the next period, to save energy. Consequently, in
the average case, the processors are shut off between the time instants
ACGD and WCGD, and since the goal is to reduce the power consump-
tion as much as possible, we would like to maximize this time interval.
However, we also want to have a short period and, therefore, the worst-
case global delay must remain small. Hence, optimizing for the average
case without caring for the worst case is not suitable for this kind of
systems. On the other hand, if we optimize for the ACGD while also
making sure that the WCGD is kept at a near-minimum, it is possi-
ble to benefit from a substantial reduction of power consumption while
extending the application period only marginally. This is exactly the
case in Figure 6.1b, where it can be seen that the energy consumed for
running the application is dramatically reduced, but since the WCGD
is increased only by a small amount, the application period can still be
kept low.

The interval between the end time of the application and the WCGD
can, obviously, also be used for other purposes than switching off the
processors. In Figure 6.1c, we have used the remaining time, after the
end of the application, for running best effort calculations, represented
by the tasks τ4, τ5 and τ6. These tasks can, if needed, be preempted at
the end of the application period.

Another example, outside the traditional hard real-time domain, can
be found in Figure 6.2. The application, consisting of the three tasks
τ1, τ2 and τ3 running on two processors is, at the end of its execution,
writing a produced result to a FIFO buffer and is then immediately
restarted. An external consumer is periodically reading data from the
other end of the buffer. For such systems, a small ACGD allows for
high data rates, but in order to guarantee a minimum rate and to help
the system designer dimension the buffer, the WCGD must be known
and, preferably, be small as well.
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Figure 6.1 Motivational example for a hard real-time system
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6.2 Average-Case Execution Time Estimation

When calculating the worst-case execution time of a task, one tries to
find the worst-case program path with respect to the specified bus sched-
ule. The optimization algorithm then locates where, with respect to the
worst-case program path, to allocate bandwidth. This technique is not
directly applicable to average-case execution time analysis, since there is
generally no particular program path corresponding to the average-case
execution time of a task.

To evaluate how good a bus schedule is from the point of view of the
average-case execution time, the application has to be executed a large
number of times so that the end time of each run can be recorded and
used to calculate a mean. This is, naturally, a rather time-consuming
process, and therefore, using this method repetitively inside an opti-
mization loop leads to unmanageably long analysis times. Also, in order
for the optimization algorithm to know where to allocate bus bandwidth
for a certain task, the locations, with respect to time, of the cache misses
for an average execution of the task have to be approximated. We solve
these two problems by using a histogram-based technique, where task
measurement data is used to create task profiles then given as input to
the optimization algorithm.

In order to build the memory access histogram, N sets of input data
are generated for each task. This data is randomized with respect to a
distribution representing typical input patterns for the particular task
in question. Every task is then executed, in isolation, N times and,
for each execution, a trace file containing the locations of the cache
misses is generated. Using this information, we want to find out where,
in time, cache misses are most likely to occur so that bus bandwidth
can be assigned accordingly. This is done by building, for each task,
a histogram over bus accesses in time (not considering the actual time
spent waiting for and using the bus), with respect to all N measured
executions.

Figure 6.3 shows an example of a histogram based on 1000 execu-
tions. The y-value of the histogram denotes how many of the N mea-
sured executions of the task accessed the bus during the time interval
represented by the corresponding x-value. For instance, in this exam-
ple, it can be seen that all measured executions access the bus at the
very start of the task due to instruction cache misses. During the time
regions denoted by t1, t2, t3 and t4, most measured executions access
the bus, and therefore chances are high that so will be the case during
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an average execution of the task. Consequently, making sure that the
task gets a lot of bandwidth during these time periods is most likely a
good idea.

Time
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t
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1000

Figure 6.3 Example histogram for 1000 executions

Given the histogram and a specified bus schedule, we can obtain an
estimation of the average-case task execution time with respect to the
bus schedule. By using the frequency data on the y-axis, a set of NH

representative hypothetical program paths can be constructed. These
hypothetical paths can then be used to approximate the average-case
execution time by analyzing their respective global delay and calculating
the mean. We will illustrate how this is done by a simple example.

100 20 30 40 50
0

12

Figure 6.4 Example histogram for 12 executions

Consider the histogram in Figure 6.4. In this example, 12 executions
have been carried out (N = 12), and we want to use this information
to estimate the average-case execution time of the measured task with
respect to a certain bus schedule. For each execution of the task during
the construction of the histogram, the corresponding execution path
length, defined as the end-to-end delay excluding bus transfer times, and
the number of cache misses are recorded. This information is sorted,
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with respect to the execution path length, and presented in Figure 6.5.
We can see that the shortest execution path was 8 clock cycles long
(excluding transfer times) and had 5 cache misses. The longest path,
on the other hand, measured 60 clock cycles and generated 15 cache
misses.

Path Length Number of Misses
8 5
9 6
11 5
12 8
18 9
28 12
32 11
34 12
39 11
48 14
57 16
60 15

Figure 6.5 Example table for hypothetical path classification

For this example, we want to create three hypothetical control flow
paths (NH = 3). Consequently, we start by dividing the measured exe-
cution paths in Figure 6.5 into three equally sized groups, with respect
to their execution path lengths. The first group (Group 1) contains the
four shortest executions (lengths 8, 9, 11 and 12), whereas the two other
groups (Group 2 and Group 3) contain the medium-length executions
(lengths 18, 28, 32, 34) and the longest executions (lengths 39, 48, 57,
60), respectively. The idea is to now construct a hypothetical execution
path for each of the three groups, capturing their characteristics.

First, we want to compute the representative execution path length
and corresponding number of cache misses for each of the three hy-
pothetical paths. This is done by calculating the averages for each
group. The hypothetical path corresponding to Group 1 will thus have
an execution path length of (8 + 9 + 11 + 12)/4 = 10 and be assigned
(5 + 6 + 5 + 8)/4 = 6 cache misses. The path corresponding to Group
2 will have a length of 28 with 11 cache misses, and for Group 3 the
corresponding values will be 51 and 14, respectively. We can now, with
respect to the histogram, assign cache misses to the hypothetical paths.
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We will show how to do this for Group 1, with the shortest execution
path lengths.

Position Misses P r
1

r
2

r
3

Included

0 12 1.00 0.13 - - Yes
3 8 0.67 0.71 0.75 0.55 Yes
2 7 0.58 0.53 - - Yes
1 6 0.50 0.22 - - Yes
4 5 0.42 0.96 0.46 - No
5 4 0.33 0.31 - - Yes
9 4 0.33 0.76 0.34 - No
6 3 0.25 0.43 0.29 - No
8 3 0.25 0.60 0.24 - Yes
7 2 0.17 0.43 0.41 - No

Figure 6.6 Example table for cache miss selection

The idea is to now position the 6 cache misses inside the hypothet-
ical path corresponding to Group 1. To help us do this, we have the
histogram in Figure 6.4, telling where it is appropriate to assign cache
misses. Since the hypothetical path shall be of length 10, only the data
from time 0 to 9 is of interest. This data is sorted and transformed
into a table, as shown in the two leftmost columns of Figure 6.6. The
third column represents the probability of a cache miss occurring at the
actual position. For example, this probability is 1 for position 0, since
a cache miss was issued there in all 12 measured executions.

In order to choose if a specific cache miss is to be included, we draw
a random number r ∈ [0..1] ⊆ R and compare that number with the
cache miss probability. Since we only have 6 cache misses to assign,
we start with the most probable cache misses, at the top of the table,
to make sure that they get the chance to be included. We draw one
random number for each cache miss, going from top to bottom. If the
random number is lower than or equal to the corresponding probability,
the cache miss is included. If the random number instead is greater,
the cache miss is excluded – for now. After repeating this procedure
for each cache miss in the table, we can start a new iteration and begin
from the top again, or we can choose to include the most probable cache
misses that were excluded earlier and consider the hypothetical path as
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generated.

Since the table is sorted with respect to the cache miss probabil-
ity, we start at the first row, corresponding to location 0, and move
downwards step by step. The column labeled r1 contains the random
numbers drawn during the first iteration of the drawing process. The
first generated random number is 0.13, which of course is less than 1
so the hypothetical path will have a cache miss at location 0. The un-
derlining of the random value in Figure 6.6 means that it was lower
than the corresponding probability and the cache miss was included.
We move to the next row, corresponding to location 3. The new gen-
erated random number is 0.71, which is greater than the corresponding
probability of 0.67. Hence, we do not put a cache miss at position 3 of
the hypothetical path right now.

This procedure goes on until we reach the last row of the table.
Then, we can see that four cache misses were included in total, and
they will be found on location 0, 1, 2 and 5 in the hypothetical path.
However, we need two more cache misses. We can now choose to include
the two previously excluded cache misses with the highest probability,
which in this case corresponds to locations 3 and 4. Another option is
to perform another iteration of drawing to give the less probable cache
misses a new chance as well. In Figure 6.6, the random numbers of a
second iteration is shown in the column labeled r2. If the corresponding
cache miss was already included, no random number is drawn, leaving
the cell empty. When the final cache miss is selected, the algorithm is
halted. In this particular example, three iterations were needed in order
to find all of the 6 cache misses, resulting in a hypothetical path with
cache misses on locations 0, 1, 2, 3, 5 and 8. The maximum number of
iterations, denoted as NR, is specified by the designer, and makes sure
that the algorithm will eventually halt. When the number of iterations
has reached NR, the remaining - not yet selected - cache misses with
the highest probability are chosen, just as described above.

We can now obtain the end-to-end delay, with respect to a specified
bus schedule, corresponding to each execution path by mapping the
cache misses to the bus slots. It is here assumed that each execution
has the same probability, and therefore all hypothetical paths will have
probability 1/NH (since they are constructed by an equal number of
executions1). The ACGD of the task is then calculated by computing

1If not, it is straight-forward to use individual probabilities for the hypothetical
paths instead.
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Figure 6.7 Three hypothetical execution paths and the corre-
sponding average-case execution time estimation

the mean of all NH execution path end-to-end delays. An example
can be found in Figure 6.7. Figures 6.7a-c depict three hypothetical
execution paths – τ1, τ2 and τ3 – of a task τ . Their execution times are
200, 520 and 1870 time units, respectively. The average-case execution
time of task τ can be estimated to (200 + 520 + 1870)/3 = 863 time
units, as illustrated in Figure 6.7d.

Using this estimation approach, we want to design a bus schedule
that produces a good ACGD. However, since we also want to keep
the WCGD as small as possible, the worst-case program path must
be considered during the optimization process. This requires a new
technique for optimization, which will be described in the next section.

6.3 Combined Optimization Approach

We assume that the steps in Figure 3.3 have been carried out, and
that we have the result in the form of a task schedule, sworst

0 , and a bus
schedule, B0, corresponding to the smallest possible WCGD. These are,
together with a designer-specified limit on the maximum allowed worst-
case global delay and the memory access histogram data for the tasks
τi ∈ G(Π,Γ), taken as input parameters to our combined optimization
approach, as illustrated in Figure 6.8. As output from the algorithm, a
bus schedule Bfinal, optimized for both ACGD and WCGD, is returned
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Algorithm: Combined ACGD and WCGD optimization

Input: - Initial bus schedule B0

- Initial worst-case schedule sworst0
- Maximum worst-case global delay WCGDmax
- Memory access histograms of the tasks τi ∈ G(Π,Γ)

Output: - The resulting bus schedule Bfinal

- The resulting worst-case task schedule sworstfinal

- The ACGD estimation ACGDest

01: Calculate initial average-case schedule s
avg
0

02: k = 0
03: repeat

04: [Bk+1, sworstk+1 , s
avg
k+1] = improve(Bk, sworstk , s

avg
k )

05: k=k+1

06: until termination condition

07: Bfinal = Bk
08: sworstfinal = sworstk
09: ACGDest = length(s

avg
k )

Figure 6.8 Combined optimization approach

together with the final worst-case task schedule sworst
final and average-case

task schedule length ACGDest.

In the first step of our algorithm in Figure 6.8, the average-case
schedule savg

0 is calculated with respect to B0. Then an iterative func-
tion, denoted as improve on line 4 in Figure 6.8, tries to improve the
bus schedule with respect to both the average and the worst case. The
termination condition is reached when no more improvements can be
found, and the algorithm then exits and returns the best bus schedule
Bfinal and corresponding worst-case task schedule sworst

final . The applica-
tion is finally simulated a large number of times in order to measure
the real ACGD.

6.4 Bus Access Optimization for ACGD and
WCGD

The improve function in Figure 6.8 takes as input parameters a bus
schedule Bk, the current worst-case task schedule sworst

k , the current
average-case task schedule savg

k and WCGDmax. As output, we get the
improved bus schedule Bk+1 together with the corresponding worst-case
task schedule sworst

k+1 and average-case task schedule savg
k+1. A description

of the computations performed in the improve function will now follow.
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The goal is to modify the bus schedule so that the average-case
global delay of the application is reduced, while the WCGD is increased
as little as possible. To do so, the effects on both the ACGD and
WCGD have to be considered for each possible modification. However,
performing average-case and worst-case execution time analysis with
respect to several bus schedule candidates is a time-consuming process.
Therefore, it is desirable to identify the most interesting parts of the
bus schedule, where a modification is likely to result in positive effects
for the global delay, and then perform execution time analysis with
respect to modifications of these parts only. Consequently, we start the
improve function by investigating which parts of the bus schedule to
modify for a decreased ACGD, without initially considering the effects
on the WCGD. Only the most interesting parts are then investigated
with respect to both the ACGD and WCGD.

6.4.1 Task and Bus Segments

The first step of the improve function is to generate the average-case
task schedule savg

k by performing ACET analysis (Section 6.2), for each
task, with respect to the bus schedule Bk. From the execution time
analysis, we can extract interesting properties, such as bus transfer
times and the number of memory accesses, of certain time intervals, and
these properties are then used to determine how much the corresponding
parts of the bus schedule can be improved with respect to the ACGD
(and later also how to modify the bus schedule).

In order to find suitable time intervals, we first divide both the bus
schedule Bk and the average-case task schedule savg

k into segments. For
this, we distinguish between two different kind of segments: task seg-
ments and bus segments. Bus segments are defined just as in Section
2.3, i.e. as intervals of the bus schedule where the same TDMA round
is repeated. Consequently, the bus schedule can be regarded as a dis-
junctive set B of bus segments.

A task segment can be of arbitrary size and represents an interval of
time, with respect to the task schedule. Every task schedule can be seen
as a disjunctive set of task segments, Ξ. The division of the task sched-
ule into task segments is done with respect to the cache miss structure
of the application, with the goal of obtaining a uniform distribution of
cache misses in each segment. We will now show how this is done with
a small example.

Consider the task graph in Figure 6.9. We have five tasks – τ1, τ2, τ3,
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Figure 6.9 Example task graph
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Figure 6.10 Average-case chart

τ4 and τ5 – mapped on two processors. A Gantt chart of the application,
in the case where the estimated average-case execution time is used for
scheduling the tasks, is illustrated in Figure 6.10.

In this example, NH is set to NH = 2, and hence each task has
two hypothetical execution paths. These are depicted in Figure 6.11.
In order to handle the effect of interprocessor data dependencies, we
divide the task schedule into a disjunctive set of dependency intervals. A
new dependency interval begins whenever a task with an interprocessor
dependency is released, or when the longest hypothetical execution path
of a task also executing in a previous dependency interval ends. In this
example, we get six dependency intervals, denoted by Di1, Di2, Di3,
Di4, Di5 and Di6. A task segment spanning over multiple dependency
intervals can lead to bandwidth assignment conflicts within the segment,
and therefore we do not allow such a division. Consequently, a task
segment must belong to exactly one dependency interval.

The task segments are now created by calculating the average cache
miss density for all overlapping execution paths, and then dividing the
dependency intervals with respect to these average densities so that
every subinterval gets a close to uniform distribution on each active
processor. These subintervals are the actual task segments. The result,
in our particular example, can be seen in Figure 6.12. In this simple
case, we distinguish between two different levels of average cache miss
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Figure 6.11 Average-case chart with corresponding execution
paths
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Figure 6.12 Average-case chart with density regions

density. Areas with white color represent regions with low cache miss
density, whereas the gray intervals represent high density regions. In
this case we get 16 task segments, i1-i16. Dependency interval Di1, for
instance, is divided into task segments i1-i6.

What we, initially, would like to do is to identify the areas of the
bus schedule, represented by task segments and bus segments, for which
modifications can result in the most beneficial change of average-case
global delay. In order to perform this identification, we start with an
investigation of how the bus bandwidth is distributed to the task seg-
ments and bus segments, in the average case.

6.4.2 Bus Bandwidth Distribution Analysis

Based on the information from the average-case execution time analysis,
for each task segment Ωi ∈ Ξ and bus segment ωj ∈ B, we want to
determine the following:

1. The desired bus bandwidth, that, when given to this particular
interval of the bus schedule, minimizes the global delay in the aver-
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age case. For a specific task segment Ωi ∈ Ξ, this bandwidth is de-
noted PΩi and is a vector of n elements, PΩi = pΩi(1), . . . , pΩi(n),
where n is the number of processors in the system and each ele-
ment represents the desired bandwidth for the corresponding pro-
cessor. Similarly, Pωj = pωj (1), . . . , pωj (n) is the corresponding
vector for a bus segment ωj ∈ B. The bandwidth is represented
as the fraction of the total bus bandwidth, thus satisfying:∑

k

pΩi(k) = 1,
∑
k

pωj (k) = 1

Detailed descriptions for how to perform these calculations can be
found in Appendix A.1.1.

2. The bandwidth currently given to each processor during the spe-
cific interval Ωi ∈ Ξ and ωj ∈ B, represented by the vectors

P
bus
Ωi = pbusΩi

(1), . . . , pbusΩi
(n) and P

bus
ωj = pbusωj (1), . . . , pbusωj (n) re-

spectively. Just as for the desired bandwidth, the elements are
representing fractions of the total bandwidth, therefore summing
up to one. Appendix A.1.2 describes how these two vectors are
calculated.

For a specific task segment Ωk ∈ Ξ, let αΩk ∈ [1..n] ⊆ Z, where
n is the number of processors, denote the processor on which the task
on the critical path, with respect to the average-case task schedule, is
executed during that particular time interval. Let us define the scalar
p∆

Ωk
, for a task segment Ωk ∈ Ξ, as the difference between the desired

task bandwidth and the provided bus bandwidth for processor αΩk .
That is, p∆

Ωk
= pΩk(αΩk)− pbusΩk

(αΩk).
Since many task segments can overlap a bus segment, several differ-

ent processors can execute tasks that are on the (same) critical path
during the particular time interval represented by the bus segment.
Hence, let Aωk be the set of processors αωk that are running tasks on
the critical path during the interval represented by bus segment ωk ∈ B.
We then define p∆

ωk
as:

p∆
ωk

= max
( ⋃
αi∈Aωk

(
pωk(αi)− pbusωk

(αi)
))

(6.1)

A high p∆
Ωi

for a task segment Ωi ∈ Ξ or p∆
ωk

for a bus segment
ωj ∈ B means that the corresponding interval of the bus schedule has
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room for improvement with respect to the average-case global delay.
Therefore, time intervals with a high corresponding p∆

x , x ∈ (Ξ∪B) are
interesting from an optimization point of view, whereas intervals with
a low p∆

x , x ∈ (Ξ ∪ B) do not need further investigation. We can now
limit the search space by just looking at parts of the bus schedule with
a corresponding p∆

x , x ∈ (Ξ ∪B) exceeding a specified threshold.

If we wanted to just optimize for the average case, we would start by
modifying the region represented by the segment (task or bus) with the
highest p∆

x , x ∈ (Ξ∪B). However, a large decrease in average-case global
delay is not necessarily good, if that makes the WCGD increase too big.
When deciding which region of the bus schedule to improve, one must
also take into account the effect on the worst-case global delay. In fact,
what we want to improve is the ratio between average-case improvement
and worst-case extension, with respect to the global delay. In order for
our optimization algorithm to decide how good a bus schedule is for
both the ACGD and WCGD, a cost function is specified in the next
section.

6.4.3 Cost Function

We denote with length(s) the length of schedule s. Let sworst
old and

savg
old be worst-case and average-case schedules, for the same applica-

tion, generated with respect to a bus schedule Bold. After creating a
new bus schedule Bnew, by modifying a suitable interval of Bold, we
obtain updated task schedules sworst

new and savg
new. If an improvement was

made, the task schedules will satisfy length(savg
new) < length(savg

old ) and
length(sworst

new ) > length(sworst
old )2 (since the WCGD is expected to grow).

If the bus schedule Bnew does not lead to an improvement with re-
spect to the ACGD, it is discarded and not considered further by the
optimization algorithm. Provided that the new bus schedule Bnew ac-
tually results in an improvement, a good measure of how good the bus
modification is can be given by the ratio:

qsworst
new ,savg

new,s
worst
old ,savg

old
=

length(savg
old )− length(savg

new)

length(sworst
new )− length(sworst

old )
(6.2)

2For the special case when length(sworst
new ) <= length(sworst

old ), the ratio in Equation
6.2 is set to ∞



64 CHAPTER 6. WORST/AVERAGE-CASE OPTIMIZATION

Consequently, a suitable cost function for our optimization algorithm
can be expressed as:

C(sworst
new , savg

new, s
worst
old , savg

old ) = −qsworst
new ,savg

new,s
worst
old ,savg

old
(6.3)

With respect to this cost function, we can now evaluate a set of bus
schedule candidates and choose the best one.

6.4.4 Bus Schedule Optimization

We create a new bus schedule candidate Bk′ from bus schedule Bk
(taken as input parameter on line 4 in Figure 6.8) by modifying the
part of Bk corresponding to the time interval represented by a task seg-
ment Ωi ∈ Ξ or bus segment ωj ∈ B. To calculate the cost of Bk′ , we
must compute the schedules sworstk′ and savgk′ . This is done by invoking
the execution time analysis framework twice, for the entire applica-
tion, and that is relatively costly from a computation-time perspective.
Therefore, as stated previously, the solution is to limit the search space
and thus only generate candidates that are likely to perform good. It
can be assumed that improving areas corresponding to segments with
a low p∆

Ωi
or p∆

ωj , for Ωi ∈ Ξ and ωj ∈ B respectively, will not lead to
the best results, since the room for average-case global delay improve-
ments is small. Therefore, we define Ξ′ as the set of the t task segments
Ωi ∈ Ξ which have the greatest corresponding p∆

Ωi
values. Similarly,

B′ is defined as the set of b bus segments ωj ∈ B with the greatest
corresponding p∆

ωi . The t+ b segments in Ξ′∪B′ are selected for further
investigation. High t and b values, set by the designer, allow the algo-
rithm to evaluate more bus schedule candidates, but at the expense of
computation time.

For each segment in Ξ′∪B′, we want to generate several bus schedule
candidates and evaluate them with respect to the cost function defined
in Equation 6.3. When no more bus schedule candidates are left to
evaluate for any segment in Ξ′ ∪ B′, the candidate associated with the
lowest cost is kept and returned as bus schedule Bk+1 (line 4 in Figure
6.8).

The first bus schedule candidate Bk′0 for a specific segment in Ξ′∪B′
is generated by inserting a new bus segment into the previously gener-
ated bus schedule Bk. This new bus segment is constituted by a TDMA
round r, generated so that the bus bandwidth during the correspond-
ing interval is assigned according to the desired bus bandwidth PΩi or
Pωj , depending on if the segment in Ξ′ ∪B′ being investigated is a task
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segment Ωi ∈ Ξ′ or a bus segment ωj ∈ B′. With respect to the bus
schedule candidate Bk′0 , the schedules sworst

k′0
and savg

k′0
are generated and

Bk′0 is then evaluated according to the cost function in Equation 6.3.
To create the next bus schedule candidate Bk′i (where now, in this case,
i = 1) for the same segment, round r is modified according to the out-
come of the execution time analysis, using the hill climbing optimization
technique to adjust the bandwidth distribution. Other modifications,
such as slot order permutations, can also be carried out depending on
the restrictions imposed on TDMA complexity. The procedure of im-
proving round r – each improvement resulting in a new bus schedule
candidate – is repeated a specified number of times or until no further
improvements are found, and then the next segment in Ξ′ ∪B′ is inves-
tigated. The best bus schedule candidate Bk′ is then chosen as the new
bus schedule Bk+1 for the application, and the function returns. The
improve function is summarized in Figure 6.13.

Note that adding new bus segments will increase the complexity of
the bus schedule. Since the memory on the bus arbiter is limited, there
might be a limit for how many bus segments we can allow. Once this
maximum number of bus segments is reached, we cannot increase the
number of segments of the bus schedule without first deleting at least
one, already existing, bus segment. Therefore, immediately after in-
serting the new bus segment, resulting in the bus schedule candidate
Bk′0 , and before making any improvements to the corresponding round
r constituting it, we evaluate the effect of merging every pair of consec-
utive bus segments in the bus schedule using the ACGD and WCGD
analyses and computing the resulting cost. The best merge is then kept,
and we continue by generating more bus schedule candidates Bk′i (by
trying to improve r, as usual). Note that this is only a problem when
improving the bus schedule with respect to task segments Ωi ∈ Ξ′, since
improving with respect to bus segments ωj ∈ B′ does not increase the
bus schedule complexity.

6.5 Experimental Results

We have evaluated our framework using an extensive set of generated C
programs. The programs were constructed with respect to randomized
task graphs consisting of between 20 and 200 tasks, mapped on 2 to 8
processors. The individual tasks were generated according to control
flow graphs corresponding to programs for commonly used computa-
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01: Perform an average-case execution time analysis.

02: Divide the resulting task schedule into a set of

task segments Ξ.
03: Calculate current and desired bus bandwidth,

PΩi
and Pωj , with respect to the ACGD only, for

each task segment and bus segment.

04: Calculate Ξ′ and B′.
05: For each element in Ξ′ ∪B′, generate a set of

bus schedule candidates and evaluate them

according to the cost function in Equation 6.3.

06: Return the candidate that generates the lowest cost,

while keeping the WCGD below WCGDmax.

Figure 6.13 The improve function

tions such as sorting, searching, matrix multiplications and DSP pro-
cessing. In total, 8000 applications were generated and evaluated. To
calculate the memory access histograms, as described in Section 6.2,
1000 executions were carried out for each task.

As hardware platform, we have used the MPARM multiprocessor
cycle-accurate simulator from Bologna University [15], configured ac-
cording to the model in Section 2.1, using 8 ARM7 cores running at
200 MHz. An AMBA AHB-compliant bus arbiter, enforcing the bus
model in Section 2.3, was implemented and incorporated into the sim-
ulation framework. The bus speed was set to 100 MHz, resulting in
a memory access taking 13 CPU clock cycles to serve. In order to re-
strict the amount of memory on the controller, we imposed the following
restrictions on TDMA round complexity:

1. A processor can own at most one slot in a TDMA round.

2. The slot order is fixed, and cannot be changed during the opti-
mization procedure.

The values of t and b, described in Section 6.4.4, were set to 100 and 50,
respectively. We also limited the total number of bus segments allowed
in the bus schedule to 1000.

Using the approach described in Chapters 3 and 5, for each of the
applications, we started by generating a bus schedule minimizing the
worst-case global delay, completely ignoring the average case. Let us de-
note this initial, minimized, worst-case global delay by WCGD0, and let
ACGD0 be the ACGD calculated with respect to the same bus schedule.
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The bus schedule, optimized for the worst case, and the corresponding
worst-case task schedule were then sent as input parameters to the al-
gorithm outlined in Figure 6.8, together with the generated memory
access histograms for each task in the application task graph. A maxi-
mum allowed WCGD was also supplied.

We now investigated how much the ACGD can be decreased, given a
maximum allowed increment (with respect to WCGD0) of the resulting
WCGD. For all applications, we performed the optimization procedure
three times, allowing WCGD increments of 1%, 5% and 10% respec-
tively. For each of these allowed increments, a corresponding average
ACGD improvement was calculated. The result is presented in Fig-
ure 6.14. For instance, for two processors, accepting an 1% extension
with respect to WCGD0 leads to an average ACGD improvement of
13.2%. Accepting a greater WCGD increment naturally results in a
more substantial ACGD reduction. It can be observed that using a
lower number of processors allows for a higher ACGD decrement, with
respect to ACGD0. This is explained by the fact that fewer competing
processors leave more room for tailoring the bus schedule for a specific
processor, allowing for a more flexible design.

In a second experiment, we investigated how optimizing for the
ACGD, without considering the WCGD at all, affects the latter. The
idea is to show that optimizing only for the ACGD leads to unreasonably
high worst-case global delays, compared to when optimizing for both.
For this second experiment, we used the very same generated test ex-
amples as in the first experiment, allowing for direct comparisons with
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the already calculated WCET0 and ACET0. Initially, an algorithm for
optimizing the bus schedule, taking into account only the ACGD, was
applied to the test applications, and then the WCGD was calculated
with respect to that bus schedule. Let us denote the resulting ACGD
and WCGD by ACGD′0 and WCGD′0 respectively. In Figure 6.15, we
have plotted the relative average extension of WCGD′0 compared to
WCGD0, and the average reduction of ACGD′0 compared to ACGD0.
As can be seen, not taking the WCGD into consideration when optimiz-
ing the bus schedule leads to higher worst-case global delays, whereas
the corresponding ACGD improvement is only slightly better than when
also optimizing for the WCGD and accepting a WCGD increase of 10%.
For instance, for a 5 processor application, the WCGD extension com-
pared to the optimal case (WCGD0) is 15% whereas the improvement of
the ACGD relative ACGD0 is 6.0%. By looking in Figure 6.14, we can
see that when optimizing for both ACGD and WCGD simultaneously,
for 5 processors we can obtain a 5.5% (instead of 6%) improvement with
only a 10% (compared to 15%) degradation of the WCGD.

All experiments were executed on a dual core Pentium 4 processor
running at 2.8 GHz. The time to process one application ranged from
10 minutes to 4 hours, depending on the application complexity.
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Conclusions

In this thesis, we have presented an approach to achieve time-predictability
for real-time applications running on modern multiprocessor systems-
on-chip, taking into consideration potential memory access conflicts be-
tween concurrent tasks. In particular, we have focused on the issue of
bus access optimization. Efficient algorithms for minimizing the worst-
case global delay have been proposed, making sure that the price to pay
for predictability, in terms of time, becomes as small as possible.

We have also presented an entirely new, within the domain of real-
time systems, concept of optimizing for the average-case global delay
while keeping the WCGD as small as possible. The proposed algorithms
show that this dual approach is more efficient than optimizing only for
either the worst-case or the average-case.

All algorithms were validated by an extensive sets of experiments.

69



70 References



Bibliography

[1] A. Andrei, P. Eles, Z. Peng, and J. Rosén, “Predictable Implemen-
tation of Real-Time Applications on Multiprocessor Systems-on-
Chip,” in VLSI Conference, 2008.

[2] D. Bertozzi, A. Guerri, M. Milano, F. Poletti, and M. Rug-
giero, “Communication-Aware Allocation and Scheduling Frame-
work for Stream-Oriented Multi-Processor Systems-on-Chip,” in
DATE, 2006, pp. 3–8.

[3] C.-F. Neikter, “Cache Prediction and Execution Time Analysis on
Real-Time MPSoC,” 2008, Master Thesis, LIU-IDA/LITH-EX-A–
08/046–SE.

[4] J. M. Calandrino, J. H. Anderson, and D. P. Baumberger, “A
Hybrid Real-Time Scheduling Approach for Large-Scale Multicore
Platforms,” in ECRTS, 2007.

[5] S. A. Edwards and E. A. Lee, “The Case for the Precision
Timed (PRET) Machine,” EECS Department Technical Report No.
UCB/EECS-2006-149, University of California, Berkeley, 2006.

71



72 References

[6] H. Falk, “WCET-aware Register Allocation based on Graph Col-
oring,” in DAC, 2009.

[7] H. Falk and J. C. Kleinsorge, “Optimal Static WCET-aware
Scratchpad Allocation of Program Code,” in DAC, 2009.

[8] K. Goossens, J. Dielissen, and A. Radulescu, “AEthereal Network
on Chip: Concepts, Architectures, and Implementations,” IEEE
Design & Test of Computers, vol. 2/3, pp. 115–127, 2005.

[9] M. Joseph and P. Pandya, “Finding Response Times in a Real-
Time System,” The Computer Journal, vol. 29, 1986.

[10] E. C. Jr and R. Graham, “Optimal Scheduling for Two-Processor
Systems,” Acta Inform., vol. 1, pp. 200–213, 1972.

[11] I. A. Khatib, D. Bertozzi, F. Poletti, L. Benini, and et al., “A Mul-
tiprocessor Systems-on-Chip for Real-Time Biomedical Monitoring
and Analysis: Architectural Design Space Exploration,” in DAC,
2006, pp. 125–131.

[12] B. Lickly, I. Liu, S. Kim, H. D. Patel, S. A. Edwards, and E. A.
Lee, “Predictable Programming on a Precision Timed Architec-
ture,” EECS Department Technical Report No. UCB/EECS-2008-
40, University of California, Berkeley, 2008.

[13] T. Lundqvist and P. Stenström, “Timing Anomalies in Dynam-
ically Scheduled Microprocessors,” in The 20th IEEE Real-Time
Systems Symposium (RTSS), 1999, pp. 12–21.

[14] M. Lv, N. Guan, W. Yi, and G. Yu, “Combining Abstract Interpre-
tation with Model Checking for Timing Analysis of Multicore Soft-
ware,” in The 31st IEEE Real-Time Systems Symposium (RTSS),
2010.

[15] MPARM homepage,
“http://www-micrel.deis.unibo.it/sitonew/research/mparm.html”.

[16] F. Nemati, M. Behnam, and T. Nolte, “Independently-
Developed Real-Time Systems on Multi-Cores with Shared Re-
sources,” in 23rd EUROMICRO Conference on Real-Time Systems
(ECRTS’11), July 2011.



References 73
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A

Bus Bandwidth Calculations

A.1 Bus Bandwidth Calculations

This section presents the theoretical foundation for the bus bandwidth
calculations needed by the optimization algorithm in Section 6.3. We
demonstrate how to calculate the desired bus bandwidth that theoret-
ically will result in the lowest possible average-case global delay. This
is done for both task segments and bus segments, as defined in Section
6.3. Furthermore, we show how to calculate the current bus bandwidth
that is actually being distributed to the active processors. While this
procedure is trivial for bus segments, it requires more computations for
task segments.

A.1.1 Calculation of the Desired Bus Bandwidth

We will now describe how to calculate the desired bandwidth PΩi for
a task segment Ωi ∈ Ξ, or Pωi for a bus segment ωi ∈ B, as required
by the algorithm in Section 6.3. Since a bus segment can be seen as a
particular variant of a task segment, we will only talk about the latter
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in this section.

The overall idea is the same as for the approach used in Chapter
5, where the the initial slot sizes of a TDMA bus schedule are deter-
mined by formulating a set of inequalities. In that section, we calculate
the bandwidth distribution that theoretically minimizes the worst-case
global delay. Now, on the other hand, we want to do the same, but
with respect to the ACGD instead. While these are similar procedures
sharing many computation steps, there are several significant differences
between them.

First, it is assumed that an average-case execution time analysis has
been performed with respect to a bus schedule, partly or fully tailored
for the worst case. The desired bus bandwidth for a specific part of this
bus schedule is, in this context, the distribution of bandwidth that will
reduce the average-case global delay as much as possible.

Let τ si be the first task after τi ∈ Tj that is scheduled on the same
processor. Furthermore, let D1

i be the set of all tasks τj ∈ G(Π,Γ)
which task τ si depends directly on in the task graph G(Π,Γ). Now, Di

is defined as the set {τi}∪D1
i . This means that task τ si will be released

only when all tasks in Di have finished executing.

Now, for a task segment Ωk ∈ Ξ, let us define the following functions:

• fo
k (τ ji ) is defined as the number of time units of the execution path

τ ji (of task τi) that executes during the time interval represented
by Ωk ∈ Ξ.

• fm
k (τ ji ) is defined as the number of cache misses on the execu-

tion path τ ji (of task τi) that is issued during the time interval
represented by Ωk ∈ Ξ.

• f s
k(τ

j
i ) is defined as the number of time units execution path τ ji (of

task τi) spends executing code during the time interval represented
by Ωk ∈ Ξ, excluding transfer times.

We also define the following functions, not specific to a particular
task segment:

• fp(τ ji ) is defined as the length, in time units, of the execution

path τ ji (of task τi).

• u(τi) is defined as the processor number that task τi is executing
on.
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Remember that the desired bandwidth, represented as the fraction of
the total bandwidth, for a task τi ∈ Tj running on processor β during
the time interval represented by Ωj is defined as pΩj (β). Let us, for
convenience, denote this fraction as pi. If a is defined as the time it
takes for the bus to immediately transfer a cache miss, the average
waiting time can then be modeled in terms of the desired bandwidth as
follows:

di =
1

pi
a (A.1)

Let us define Gβ as the set of tasks τi ∈ G(Π,Γ) executing on pro-
cessor β, and let N be the number of processors. The number of hypo-
thetical paths is denoted by NH . We can now estimate the average-case
global delay, as a function of the bus bandwidth given during the task
segment Ωk ∈ Ξ, by the following formula:

max
β=0..N

∑
τq∈Gβ

max
τi∈Dq

∑
j=1..NH fp(τ ji )− fo

k (τ ji ) + fm
k (τ ji )du(τi) + f s

k(τ ji )

NH

(A.2)

We want to calculate the bandwidth distribution resulting in the
shortest global delay. This can be done by solving - with respect to
the bandwidth distribution p1, p2, . . ., pN and the global delay t - the
following system of inequalities:

∑
τq∈G1

max
τi∈Dq

∑
j=1..NH fp(τ ji )− fo

k (τ ji ) + fm
k (τ ji ) a

pu(τi)
+ f s

k(τ ji )

NH
≤ t

∑
τq∈G2

max
τi∈Dq

∑
j=1..NH fp(τ ji )− fo

k (τ ji ) + fm
k (τ ji ) a

pu(τi)
+ f s

k(τ ji )

NH
≤ t

...∑
τq∈GN

max
τi∈Dq

∑
j=1..NH fp(τ ji )− fo

k (τ ji ) + fm
k (τ ji ) a

pu(τi)
+ f s

k(τ ji )

NH
≤ t

p1 + p2 + · · ·+ pn = 1
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Consequently, we want to find the bandwidth distribution p1, . . . , pn
that results in the smallest possible global delay t. This minimization
problem can be solved using standard techniques.

A.1.2 Calculation of the Current Bus Bandwidth

Finally, we will now show how to calculate the current bus bandwidth
used in the optimization algorithm in Section 6.3. Finding the current

bandwidth P
bus
ωj for a bus segment ωj ∈ B is trivial, since it is alone

determined by the TDMA round constituting the bus segment.

For a task segment Ωi ∈ Ξ, P
bus
ωi can be calculated as follows. For a

task segment Ωk ∈ Ξ, let OΩk denote the set of overlapping bus segments
in B. Now, for each Ωk ∈ Ξ, let us define the function gΩk : OΩk →
[0..1] ⊆ R, mapping every bus segment ωj ∈ OΩk to the fraction of its
total coverage of Ωk, with respect to time. Hence, for any Ωk ∈ Ξ, the
following holds: ∑

ωj∈OΩk

gΩk(ωi) = 1 (A.3)

The current bandwidth of a task segment Ωk ∈ Ξ can now be calculated
as:

P
bus
Ωk

=
∑

ωj∈OΩk

gΩk(ωj) · P
bus
ωj (A.4)
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